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Service Broker Architecture

When talking about software architecture, it is often useful to think in terms of what architects who design buildings do. There are a lot of parallels between designing a building and designing an application.

The Art and Science of Design

When you design a building, the land it's going to be built on is usually a given. You might start with a building design and then go looking for a place to build it, but this is unusual. The land imposes constraints on your design. The size of the land determines the maximum dimensions of the foundation. The soil conditions (or zoning laws) might limit the maximum height. The slope might determine what kind of building you build. The surrounding buildings will influence the design and materials used. In the case of an SSB application, the land would be Microsoft Windows and Microsoft SQL Server. While SSB is a database feature that can be accessed in a variety of ways from many different platforms (basically, anything that can connect to SQL Server), you can't build a Service Broker without SQL Server, and you can't run SQL Server on anything but Windows.

The biggest constraints on building design are the customer requirements. Will it be a house or an office building? Does it need two bathrooms or 200? Is the customer a bank or a steel mill? No architect would start construction before understanding these critical requirements. Some decisions can be deferred—the paint color, the furniture—but all the decisions necessary for each phase of construction must be made and signed-off on before construction starts. If a customer decides they really need to build a three-bedroom split-entry house after 50 floors of steel have been completed on the original request for an office building, it's going to cost a lot of money. There's a perception that software is flexible, so that major changes in requirements can be accommodated at any point. While the cost of changing software requirements might not be as high as changing the design of a half-built building, there *are* costs, and changes hurt, so getting the requirements right is vital.

The next step in building design is selecting the materials and tools to use. In some cases, there's quite a bit of freedom in these choices, but if you're building a 30-story office tower, framing it with pine two-by-fours is not an option. The customer's requirements might also limit your options. If the customer loves brick, you might not be able to use adobe—even if it's the best material for the job. The ultimate constraint is often the customer's budget. Some decisions, the customer will make, and others they will leave to the architect's best judgment. They might care passionately about whether the roof is wood or tile, but leave the choice of copper or PVC pipe up to the architect. There are other times when the customer's requirements are either unwise or impossible, so it's the architect's responsibility to change the customer's mind.

For example, no matter how much the customer likes lead pipes, you can't let them have them. The same kinds of choices and trade-offs apply to designing a Service Broker application. You first have to decide whether Service Broker should be used at all. While it *is* the best thing since sliced bread, Service Broker is not the answer to everything. Service Broker has a large number of features and options. You have to use a combination of the customer's requirements, Service Broker capabilities, design constraints, and your own judgment to determine which features you should use and how you should use them.

After the constraints, requirements, and materials available have been determined, the architect can design a building that satisfies the requirements, fits the constraints (including the time and resources available), and satisfies the architect's and customer's aesthetic sense and professional pride. A professional architect won't design an ugly eyesore, even if that's exactly what the customer wants, because it will reflect badly on the reputation and perceived competence of the architect. Similarly, a software architect should never design an application that won't work, just because the customer demands it. If what the customer wants won't work, it's your job to tell them that, and if that means they find someone else to design the application, at least your name won't be associated with a software disaster.

After obtaining a design, the responsibilities of the architect don't end. The architect must closely monitor construction, be ready to make design changes as circumstances change, and be responsible for ensuring that the building satisfies the design criteria. The carpenters can't go moving walls around to suit themselves, even if that does solve a real problem. Similarly, a software architect can’t throw a design over the wall to the developers. The software architect must shepherd the project through implementation, test, and implementation.

When Should You Build with Service Broker?

Service Broker is a platform for building loosely coupled, reliable, distributed database applications. It is built into all editions of SQL Server 2005, so that it can be used in any SQL Server 2005 application. If you would like more information about Service Broker, you might try [this article in the MSDN Library](http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnsql90/html/sqlsvcbroker.asp). If you want a lot more information, I recommend *The Rational Guide to SQL Server 2005 Service Broker*, available [here](http://www.amazon.com/Rational-Server-Service-Broker-Guides/dp/1932577270/sr=1-1/qid=1158009357/ref=pd_bbs_1/103-0049023-7244631?ie=UTF8&s=books).

While I like to think that all applications are potential Service Broker applications, the reality is that only most of them are. The way an architect decides whether to use a building material is by matching its characteristics to the requirements. The following is some guidance on how to do this for Service Broker.

Queues

One of the fundamental features of Service Broker is a queue as a native database object. Most large database applications I have worked with use one or more tables as queues. An application puts something that it doesn't want to deal with right now into a table, and at some point either the original application or another application reads the queue and handles what's in it. A good example of this is a stock-trading application. The trades have to happen with subsecond response time, or money can be lost and SEC rules violated, but all the work to finish the trade—transferring shares, exchanging money, billing clients, paying commissions, and so on—can happen later. This "back office" work can be processed by putting the required information in a queue. The trading application is then free to handle the next trade, and the settlement will happen when the system has some spare cycles. It's critical that once the trade transaction is committed, the settlement information is not lost, because the trade isn't complete until settlement is complete. That's why the queue has to be in a database. If the settlement information were put into a memory queue or a file, a system crash could result in a lost trade. The queue also must be transactional, because the settlement must be either completed or rolled back and started over. A real settlement system would probably use several queues, so that each part of the settlement activity could proceed at its own pace and in parallel.

So, queues in the database are a good thing. But why not just use tables as queues, instead of inventing a new database object? The answer is that it's hard to use tables as queues. Concurrency, lock escalation, deadlocks, poison messages, and so on are all difficult problems to resolve. The Service Broker team spent years coming up with a reliable, high-performance queue, so that you can just call CREATE QUEUE to take advantage of all that work in your application. The logic to put a message on a queue, pull it off, and delete it when you are done with it has been incorporated into new TSQL commands (SEND and RECEIVE), so that you don't have to write that logic either.

SSB queues can be used for just about any asynchronous activity that a database application wants to do. An order-entry application might want to do shipping and billing asynchronously to improve order response times. A trigger that must do a significant amount of processing might use SSB to do the processing asynchronously, so that updates to the original table are not affected. A stored procedure might need to call several other stored procedures in parallel. The list goes on.

The asynchronous-queue pattern is applicable to a tremendous number of applications. Just about any large, scalable application uses queues somewhere. Windows does almost all of its IO through queues. IIS receives HTTP messages on queues. SQL Server TSQL commands are all executed from a queue.

The obvious question here is: If Service Broker queues are so great, why don't these applications use them? The short answer is that Service Broker queues are persistent. Putting persistent messages on an SSB queue—or removing and processing them—involves a write to the SQL Server transaction log. This is a very good thing if you're doing trade settlement or billing, and you want to make sure that the trade or order is not lost if the power goes off. But if the power goes off on Windows or IIS, the incoming connections are dropped, and the work in progress disappears. At this point, the messages in the queue are worthless, because the applications waiting for a response are gone, so that persisting the messages in the queue is a waste of resources and an unnecessary slowdown. It's cool to think about a reliable query mode in which your queries are persisted so that the answer is returned, even if the client or the server crashes in the meantime (and several customers use Service Broker to do that). But the thousands of existing applications aren't built to take advantage of persistent messages.

Therefore, the sweet spot for using SSB queues is database applications that must do things reliably and asynchronously. If the action must happen synchronously, a normal function call or COM or RPC is the right technology. If the action must be started asynchronously, but it's okay for it to disappear if the application dies, some kind of in-memory queue will perform better. Also, Service Broker is a SQL Server feature, so it probably doesn't make sense to use it unless there's a SQL Server database around. There are applications in which reliable, persistent queues are so important that adding a SQL Server database just to do the queuing is justified. In general, however, SSB is a better fit for database applications. It's also worth noting that because SSB is accessed through TSQL commands, any platform, language, and application that can connect to a SQL Server database through SQL Client, OLEDB, ODBC, and so forth can send messages to or receive messages from a Service Broker queue. This makes it easy to integrate applications on many platforms reliably, transactionally, and asynchronously.

Dialogs

One of the more unique features of Service Broker is the *dialog*. A dialog is a reliable, ordered, persistent, bidirectional stream of messages. In most messaging/queuing systems, the messaging primitive is the message; each message is independent and unrelated to other messages at a messaging level. If the application wants to establish relationships between messages—linking a request to a response, for example—the application is responsible for doing the tracking.

In SSB, the dialog is the messaging primitive. Messages that are sent on a dialog are processed in the order in which they were sent—even if they were sent in different transactions from different applications. Dialogs are bidirectional, so request-response relationships are automatically tracked. Dialogs are persistent, so that the dialog remains active even when both ends of the dialog go away, the database is shut down, the database is moved to another server, or what have you. This means that you can use dialogs to implement long-running conversational business transactions that last for months or years. For example, processing a purchase order typically involves a long-running exchange of messages between the purchaser and supplier, as prices are negotiated, delivery dates agreed upon, status communicated, delivery confirmed, and payment exchanged. This whole exchange can be a single Service Broker dialog that can last for months. Figure 1 illustrates a typical long-running dialog conversation.
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**Figure 1. Purchase-order dialog conversation**

Conversation Groups

Dialogs exist in *conversation groups*. A conversation group is the unit of locking for a Service Broker queue. Every time a RECEIVE or SEND is executed, the conversation group that contains the dialog used for the RECEIVE or SEND is locked. One of the more difficult problems with asynchronous, queued applications is that if related messages are received by different application threads, the applications state can get corrupted because of simultaneous changes or changes processed out of order. For example, an order line might be processed before its order header, causing the order line to be rejected. In many cases, this can be resolved only by making the application single-threaded, which obviously limits scalability and performance. With Service Broker, the application puts all of the dialogs related to a given business transaction in a single conversation group, so that only one thread will be processing that business transaction at one time. For example, an order-entry application would put all of the dialogs associated with a given order into the same conversation group, so that when hundreds of threads are processing hundreds of order messages simultaneously, the messages for any given order are only processed on one thread at a time. This allows you to write a single-threaded application and let Service Broker manage running it on hundreds of threads simultaneously.

A multireader queue is probably the most efficient load-balancing system available. The queue readers, whether they are on the database server or on remote servers, open a connection to the database and start receiving and processing messages. After each message, is processed the queue-reader application receives another one. In this way, each queue reader receives as much work as it is able to process. If one of the readers slows down for some reason, it just does TSQL RECEIVE commands less often, and other readers are free to pick up the slack. If one of the readers shuts down or crashes, the receive transaction for the message it was processing rolls back, and the message appears on the queue again for another reader to handle. If the queue starts growing because the readers can't keep up, you can start up another one, and it will start processing messages. There's no reconfiguration necessary; just start and stop readers as required. Conversation-group locking makes all of this possible. The sending application doesn't know or care how many queue readers there are or where they are running.

Activation

One of the fundamental issues with asynchronous, queued applications is that the RECEIVE command pulls messages off the queue for processing. This means that the receiving application has to be running when a message arrives on the queue. There are several approaches to this, such as receiving from a Windows service that always runs, or from a startup stored procedure that starts when the database starts. These are good solutions when messages arrive at a constant rate, but in many cases the receiving application is wasting resources when there are no messages on the queue, and getting behind when the message-arrival rate peaks.

Service Broker offers a better alternative called *activation*. To use activation, you associate a queue with a stored procedure that knows how to handle messages in that queue. When a message arrives on the queue, the SSB logic that handles it commits checks to see if there is a copy of the stored procedure running. If there is a copy running, the commit continues; if there isn't, the activation logic starts one. This is better than the triggers that some messaging systems offer, because a new copy is started only when it is needed. Activation assumes that the stored procedure will keep reading messages until the queue is empty, while triggers will start a new reader for every message. If 1,000 messages arrive on a queue per second, activation will start one reader, while triggers would start 1,000. Activation also looks at whether the queue is growing, because messages are arriving faster than the stored procedure is processing them. If the queue is growing, activation will start new copies of the stored procedure until the queue stops growing. When the queue is empty, the stored procedures should exit, because there is no work to do. In this way, activation assures that there are enough resources dedicated to processing messages on the queue, but no more resources than are needed.

Activation has another useful side benefit. You can execute a stored procedure by sending a message to a queue. This stored procedure runs in the background on an execution, transaction, and security context that are different from the stored procedure that sent the message. This is what enables asynchronous triggers and stored procedures that start up multiple other stored procedures in parallel. Because the activated procedure runs in a different security context, it can have more or fewer privileges than the caller. Because the activated procedure runs in a different transaction, deadlocks or failures don't affect the original transaction.

For example, I worked with a customer who inserted an audit record into a log table at the end of every transaction. In too many cases, this insert would cause a deadlock or timeout, and the whole transaction would be rolled back—leading to user frustration. They changed their auditing logic to SEND a message to an SSB queue, and now a problem with the audit table doesn't cause the original transaction to fail. Another customer wrote a simple stored procedure that receives a message from a queue, calls EXEC on the contents of the message, and sends the results back to the originator on the same dialog. They can now run TSQL commands in the background on any system in their data center, by sending a message to it. SSB security makes this more secure than allowing an administrator to log on to the server, and SSB reliable delivery means the commands and responses are never lost.

Reliable Messaging

We've already seen the value of Service Broker in designing asynchronous, queued applications. Dialogs, conversation-group locking, and activation make Service Broker a unique platform for building loosely coupled database services. Once you understand all of the powerful applications that you can write with SSB queues, it won't take long for you to come up with application ideas that require putting messages on a queue in another database. If the other database runs on a different server, SSB reliability assurances require that the message is sent reliably. This means that the remote database acknowledges receipt of the message, and the local Service Broker keeps sending it until an acknowledgement is received. In this way, an application can SEND a message to a remote queue and have the same reliability assurances as if it were sent to a local queue. In fact, the application doesn't know or care whether the message it is sending will be processed locally or remotely. Writing distributed, queued, asynchronous Service Broker applications is no different from writing local applications. This means that you can start with a local application and make it distributed, as processing load or business requirement changes.

Unfortunately, including reliable messaging in Service Broker has led to a lot of confusion. As soon as people see reliable messaging, they think MSMQ or MQ Series. While SSB has a lot of the same capabilities, it is primarily a platform for building distributed database applications. For example, it's trivially easy for a stored procedure to start a stored procedure reliably and asynchronously in a remote database with Service Broker, but doing the same thing by using MSMQ would be very difficult. (I have more thoughts on these issues in [my blog](http://blogs.msdn.com/rogerwolterblog/archive/2006/02/28/540803.aspx) and in the [Architecture Journal Issue 8](http://www.architecturejournal.net/2006/issue8/F1_Reliability/).)

Because Service Broker communicates reliably between database queues, all of the reliability and fault tolerance that is built into SQL Server automatically applies to Service Broker messages. Whatever measures your organization takes to ensure that your database is available—clusters, SANs, transaction logs, backups, database mirroring, or what have you—also work to keep SSB messages available. For example, if you are using Database Mirroring for high availability, when your database fails over to the secondary, all of the messages fail over with it, and the queues remain transactionally consistent with the rest of the data. In addition, Service Broker understands mirroring, so that when the database fails over to the secondary, all of the other Service Brokers with which it is communicating immediately notice the change and start communicating with the secondary database.

Designing the Service Broker Application

After you have done the analysis to decide that Service Broker is the appropriate solution for meeting your customer's requirements, we can assume you are building a reliable, asynchronous, database application. If (a) you're not concerned with reliability, (b) your activities need to be synchronous, and (c) you don't have any data to store, designing a Service Broker solution that meets your requirement will be rather difficult. You can use Service Broker to implement synchronous activities or add a database to your application just to be able to use Service Broker, but in general this is probably only justified if there is a compelling need for SSB reliability, or if there are other parts of the application that already are using SSB.

The section discusses a series of decisions that you should go through when designing a Service Broker application. Not every decision is required for a given application, but it's worth thinking about all of them to ensure that you are not missing something important. These decisions are presented in a given order; in reality, however, design is a very cyclical process, and you will often have to revisit earlier decisions as you proceed to later phases of the design. I put the steps in the order in which I do them, but you might find that a different order works best for you.

Identify SSB Services

Service Broker enables asynchronous communication between services, so the first thing you have to decide is what those services should be. In many cases, the services are obvious from the problem definition. If you are using Service Broker to log CREATE TABLE events, for example, the services are the CREATE TABLE command and your logging code. The event code is part of SQL Server, so you are left with one service to design.

Most Service Broker dialogs involve three pieces of code:

1. An **initiator** that begins a dialog and sends a message. The initiator code usually is not the service that is specified in the FROM SERVICE parameter of the BEGIN DIALOG command.
2. A **target service** that receives this message, does some work, and sends a response.
3. A **response service** that handles the response message. This is the service specified in the FROM SERVICE parameter of the BEGIN DIALOG command.

It might seem strange at first that the initiator does not receive the response, but that's the nature of an asynchronous application. If the initiator waited around for the response, it would be synchronous (in fact, this is how you implement synchronous requests over an asynchronous messaging system). In an asynchronous system, the initiator kicks off the asynchronous activity and goes on to do something else. When the response comes back, it might be processing a different request or it might even be gone. If the response is handled by a different service, the service is activated when the response message arrives. The same service can handle responses from a number of initiators. A good example is an order-entry application that initiates a dialog to a shipping service to ship the ordered item. As soon as the shipping message is sent, the order-entry program can go on to handle other orders. When the shipping service responds with a ship confirmation (maybe days or weeks later), a service in the order-entry database receives the message, updates the order status to **Shipped**, and sends an e-mail to the customer.

Even if the target does not return a response message, there has to be a minimal service on the initiator side to handle Service Broker control messages, such as errors and end-dialog messages. Because of the asynchronous nature of Service Broker, a successful SEND just means that the message was put on a queue (either the target queue or sys.transmission\_queue). A SEND to a remote service that does not exist will succeed, because the service broker can’t tell the difference between a service that does not exist and a service that is not currently running. That's why the FROM SERVICE is a required parameter in the BEGIN DIALOG command. Figure 2 describes a simple Service Broker service interaction in which a manufacturing service sends an **AddItem** message to an inventory service, to add a new item to the inventory.

![Aa964144.archsrvbrkapp02(en-us,MSDN.10).gif](data:image/gif;base64,R0lGODlh0AEbAfcAAAAAAAgACAgICBAIEBAQEBgQGBgYGCEYISEhISkhKSkpKTEpMTExMTkxOTk5OUI5QkJCQkpCSkpKSlJKUlJSUlpSWlpaWmNaY2NjY2tja2tra3Nrc3Nzc3tze3t7e3uMSoR7hISEhIyEjIyMjIyUUpSMlJSUhJSUlJStY5yUnJycnKWcpaWlpaW1c62lra2trbWttbW1tb21vb29vb3OhMa9xsbGxs7Gzs7Ozs7Wvc7elNbO1tbW1tbnnN7W3t7e1t7e3t7vpd7vrd73refe5+fn5+fvrefvtef3ref3tef3vef3xu/n7+/v1u/v3u/v7+/3ve/3xu/3zu/31u/33u//1vfv9/f3zvf31vf33vf35/f39/f/1vf/3vf/5/f/7//3////5///7///9////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////////ywAAAAA0AEbAQAI/gDJCBxIsKDBgwgTKlzIsKHDhxAjSpxIsaLFixgzatzIsaPHjyBDihxJsqTJkyhTqlzJsqXLlzBjypxJEyKYJ0WsgNlChAkZMEyCktlSJCcZK0WYgCFT1CdRo0iVkgnqtKiVo0mXNh1qFatUqlyhZmWaNOzVqEvBPj07dutar2mFvkVLtqrYr3K70nWrd6zavlL53t3icefSoWCW7iT8c8thx4p3CjQsEHJjxpQRR8bsuHLiy5M7a/4pufHjz4tDn96s2rPiLZxXk47tGrTp2olpj059e3fpzJZ5A0dduqCVGDJ8kOEBY4aVLTVg4Jj6QgYQMMxnbLFS48V0JtWv/mffHv17eOzNyXunbh29du7S2YtPz309+Pbj4ZvHT7/7/vnvlSefe+r9R6B+A+bnX4L9xXcfgAUyGMMOHOlEBA/KbeEDDz49gYMPV12Y4YY+WbEDiGSIOBSJZHiIoooacnjUiSFiuKKMLtY4oowmvmhjjB1+qOONJdKY4o8s5njkjkX6yGSLQi5J5IxOTqkkjCz2OCSQUFbJpYk8EGFQcTWVaSZJTMywERM18ITDdVvwsEMRU+3Ag4VvJiYnnUzY+RwRecY5Z513ggHoddgN2uedbsK5J6F4Ivroon8GOqmfhuaZKJ9+NrrTpYUeqqeinYoqKKehagpqpY6Smqqk/q6y+mmsmcLKqQ0yjPnEmbz26pEVYmr0RK6+FmtsSlbYYBCbxzbrbEOMZWQFD89Way1GRC1L7LXcHmsFEBwd1u245CIU7UAaFradaEM9J+5FT9gZbEdgFHHdRc/pRFG996pUxLYYfVvuwATHe9C7GjGhQgosKHeUDQvHkNETKTggAQcII5QZQ0V4YIHDEyW7sAowUMSEBxhQqxITN6wpMcEwd5umQQJ3NAMAABjggUBASBAAAA7sehEOBBhgQQhCK2TFDCuozJAPFkCgAkVWqKCAAAogEEHSEAFhgQMrrETmRUwoy+t2GZ9txRNXUbTFDj5x+4TTAzHxMkc1ABCA/gASXFUDAggArdQTPpyoWBE+EAEE3EsR4YNPROwARNUAKDADEUjZGfdRi/sAxg0UENDBdYgrVYThiCuOQw0n3FDvnIsXcdjpIL5JEA8OCEBBDC6McFbsir3Z54dFcjhDCsoChQMPdHI+Z9oXjY0vr0urQOFHYFjRNkbY9V6C9RTZ8EAI454rUNke5S0AAgrY8MQJBlAgeBEhXMCABGp27AAHFOx/Q8cQcEHHFHCBvwFAAA5QQQw84IAHeEB2RTgBBRhQgRh0gAACIMAFgOCBAA5wgwzcgAQgwAEIsOBkD9BABRjAAdfhgAMKsMAIYiiuGxCAABsoAmHqdYKobUBN/jhYgARCoIAFBJAMNlBABTvogi3cgAMMgAAIiJICH6qpI+jTiPRmQgQMGGAEICmCCFwAvYjgQAIEYF8DThCyFyzgAlx71hY2RxDzZcQGAECABQrgASBMQAEYEBwOIJCB0D0AB13EGgQOQAANdNEAIihCIB0ggwQcEAIhEAEFMKAAnTEhBAVAwAQuMIIOGCAAetyBFyM5yRtgQAAGYIADJvDFRBoRAQLQABAuIAAGWGABghtIETaQRg3I4AlPAAECKGABA0SgCHkbQBENwEcrnGAAFlClAUJQAwgMwAEXwIAPQiDKZj6zI9Bc0xXNVIQLfPEnN3gcDnbwnBvICAzL/rsK4XAgu6PMkwnzfI4KALAAG3TIBwGdDPFu8E9/0lMg1gRAAlRQAxbkql72vAoYgBAmhNrTJ/jkAQ9U0MSfFIGhcdtnP800s4JkzyM3YwALBBBAA8xScE94wQIR8EUgYEB0OBAB0FzZ00kCgQUAYIANNuSCF8jPAS8YQE+ZUDgJFIADIvXiCHwKNBzw0gI1iAEFvthOA3AAByEAGgwEkAAWECGtDqAjDzSgAGmuYAZpZAELFnnXPN41BHzbQTNV4FMDbEADAjikvWYwAAToFQIGCFuF6HaRf/FKkpBEIgIcoMwE2kCWYZsBAiTwphJMwAEYUNMNEAABDyiAASqQ/oEBDsiAFQDhBBJYAANOQCcbbFaZm2UBGVZLgZZNhQOVm8GuEmMDDUTxBEwoQgcYkAEIJAC0ZBCtBE6AgAroxAYZ2KwHNopb1K6zJlkkSEvxBrQZNCB+B6gf0Iowgwg0wAFFGwFmwYhHB3i1lpMsm+A+qYAIBA6qSb0eU1bJFHeOoItd1eqCIYlZESARaC8AQAPodLO4EmQnNZBAUgdaAAmcNgIr6K9PeNAABriAAQ/wQVk18FMPMCZvzjytBKZGr42YiFePBGPeCACBCAhgASyo8RNKIICUKdMCGDgABIiAxwFAwJsKKIECDigBEYCAAA3gJAHGW2UFNICnHSCD/gsIgIHt+ZYACzgBELYwAwgoYAOL1C8vYwmB0HlgyU3OcFxnkDsIYCADPADBAaAs5ebVZKMGsWxH8uaAHSC3vRcYqgYaqQIH1NLBZKA0Dmp8AwsITsU2wNoL4AoDAzi2CESANQb4yIQujrnUQ5VwkIOcXbVizQXjDOb5XuADIAw0ARxYn0VlEANoBpMJHDAAGtv8SA4kmwJAIAKV2eqCGHjb0RqpmRYvC+q8MQAH7jUACFRg5R1QAAEqSLUCVuACCMDb3KtjwDZdkFQcuICtL3gCUhkAhLwhwAU8mCkERm0AHgvkCS6QAALY7IJNYyAGIwAABHjwSgvMcwREdje8/vt7Aw1oHAc4kQHWWFBvBKTATGmbVvoEdwMDsJnjQNuBBr5pAak+WML91fk3M8CAU59aqhdwQM4viIANcEAFw0wsb3fuAKJ3FdS7ZnB/Q0zkDERA2JqVANF1J4N3S2ADGOgAdISdalSGrawiWC0BxK4BkZ897dvTSDq1CO6a8JrS0dWqDxwg0wU4AAh4JEAEIPAACbAA8PtFdVLplLcEvADwy4mAAmb4AHBNJi3wI4AFLIC1EaJWm2Akw+ALf/j+jpqPh0n84hsv3DJZAWQf9ggOUIuUEDhejGEGwgsc4IA+/14EjifDDlArfOL3OczxQi3hMFB8CkB/l4R3vBWG/t+ADDS/+mHmAfKF+0nHl1+4u8cAEWJgAQZQwOQe5lnSZUkB7fhg/q3dQvrb5lMGYABcYqR9LEB8/kc4X9MA+YdFZpMRRVAyZ1JWYNRhTFBYkeQBBWBkGvAEN6BquDIDRaBiEGhuO1ADBtBWRDBQDkAEEngUKmAAENBI23MciGQDENBLP5VaNjAD9sRgTGGBGPgElLYDHqA7O6A4NcCBMuCB7HRek+F5HfEEUgEUyyUU2ZMUUDiFy2UFIBUVV7gUWjgZScEEa3M40dU2ULiFVsgET5AYagiGGmUULSKGiGMDMZABAUABXFMvtSYVJlWGD8eHPxEUhyGFPxEVUZgU/nAYLnZUEetVJphVAhf2AE/QRQfAXwSQR1PjNc6EARegAWBgAwEQV49oA0WzAS4AAjb1SwgQAskCAJIoEKt1AApQAwRRBBxwABkgAVhTAivQSRmAARoAdaAmEKSIiUgUigBVVxFgARmAA81kaJ24iDBhBdNREEVwNzEzEtLFibrYACpQRteyRftCR+g1AhQQNjtgaFA4AsnXRQ+AAc0DBBpQfJg0N4S0jufojo4njw2ESXSSjhggND4VABPANVvwAhDQjyGgQwhZfBZgA0UwAhNQeymCAe9IJzxwjweZkCn0LfN4ZUhzJhnDHdlYEkxwAkUGARZwQtnIMhXiK0zA/hjaoxhsMxBsIy43IYZtcxOHEZMPV5M3wTYxqC9sYm8nMJLIpD0DsTZiqBhKSRA3ORlrCFFJ6ZRqmHc08VIuFUclCRLZg0xTmY30tSYL2JVrogIvKAFlaZaMSIs0w5ZwSRJz4zJxKSwnMAEYYFx1SRFAuCxruZeAyT0bYTCBCS/sUpgPkS0FYTeI2ZhuQ47R45iSaRIZM5eTeZkLoYIbwROY2ZkdIW6555miWTd6iRGMOZqoaTJMeBTzkpqYeRPq5Jqy+RAuuZjYOJuO+Rl8h5u8qTTL4pa92ZgAtRHiGJyzKT1AYZyNuXfSUo3KGZzJMibS+Jxm+WN6d5vUKZvM/mIcpZmdcQmOEUGN3smbYIB7AnGN41mX9RIu6YmbI+mc7dmVmrmb8ZmakFafgZleGNGA+ImajQiG/VmScxSbAeqZVtCdTIGdBUou0ykRirmglyk9/wmh3WKZGtGgFLqXWDkUkDmeivETAzOWwoKgGZqff3kUwZkY2qOGsAZr2QYEQFBsMfqi2gZrQTGTutkrTEBZFnGaJSqcqzmco7kTTAmjIoUD6CYDL/ACLMcCL9BULwADUTqlTeUCLKdTMmAD9iQ5QJAUM1kmGAoRtfmjiGmhdaOgiLkdsFY4OQgDTZWENfAmmBOmLjVHF3IDMzADUuoCMhCnYdITh8kSybmZ/mSamwbhIbm5NheCbjGgUzXAA5NTEvyCK0saA/YUa8/BEiKaEYNaqIH5oHVUmGrqAzkYpTYQqTABFCPoqJLjkyhxUgT6EDnqqdYyoQNal3O0OHo6ISt1Jk9QcDBgqY/DlV7ZdxaxqQ5RBC7APeBJqyChn+ezmjFThTugpzaAOc9yEzggAzBwA0AghiMxq9HjhA5hA0GDGBqFGWY4iC2SFjqoUU+JGGEZqM5aEbC5mNI6MEABBHrqgc1aLCYSA9KBOf86EYiqRQU7EDbQAFDIbCzAITGQGEeVLCtQA0XgITigAjMgfBFAATDgRCfwsFPBbC6gLMmiYPVqEchprOWi/qrMNmfZSI0wcK3Eup8Agy88uhDmuqMTEALAyAMj0CYqcHEawAEd4AFvJQIbsAEhi4AjIAMZwAGHdjoTMAIggDFE4AH5mrIQcaBjkrDHUi/MYbFwqSExUAOouibwWVlomhA1EFejRjhbxQIewAMccAIeoAE4wAIREFQRiwNb5QEikLVT9FYqELeqxAMyoAEdyrUQgawQtbbjMi1JuKFmuVEzC4g1EZ0QsbNAYGFFkAIa6LHFxQEVcAIjcAIj5ROfK136JbhTsQIj4ANgxAQpwAHr5rg4G2ltm61UNgONW7Y+MCHBGxH3yhILOzdgdILRNQIYkAJAUAJI26XGtmIP/hYCHrADI1C3T9Q0qXcDEuBIuhuZxnGi1WK25omYyVIDxfsQzMk9NZsQOjeJ5BcDuzJq4AIEILACKwADdnMVRbACYBADHBADPoC7JRACsSZZHVMCYDu+LsWy5RIvzuGZQCADRPDAy7K1EoGe4Ukak7GUj1EUQrNDPfkEjhGGpHETNgACNwvBj/vCx3stGgicnpkm5BoyEjwRTPDC0wgDHcCKMMyXf+nBNHwD5ttjzgKEOeygPtbEMOFELBC/Q7wQt6peHOwrJpLENrEQY/phMjYmMYHDFUE47FnFMWNHoOks5dm7DrFRMQDFCusAG8pBkFhH6LaUdPoR62e5CzEt/hUlERPKOdICqa2JxitBmC51LXbTvg1hiwfQAWWUvAaRtak3EO54FUzQbYK6OuH5AjQ2XhEhPhvqoxWxfRqgASGAsoicEhN6e9fCHBlxAwwQAQxAWdkDGzsbGs8BBB1wyQLRRR4mAwQgxJWBNgPhlJ0BG34spiX1EHVGUjEgk8QBG9FCpIQGmdAqEVawAhrAciewypAWlD+hOGy4K8ACUd+qwa38cDxqys3yBBvLPSqwRlKkXo3Kpy7gYdhxpTDAAcBckXGVTKJnwCPrAt0GUqsjA1b6PzPAAt2KLzjAxQWxBSzQANehUWNLIUzweDIgAyDlAy9gAyUQf8ZxEeBr/lxgMAMttAFb8AQko3weoLU+oEDK54mbvAErILnt/MbLQqLFEsAZ4TUWYLcSwBjv0wAWEE7U5xOlJgFQZgEUENA+FVc8oIsOYExL5gAWUAEUgDREUEKj9wAOMAJLbWI52zUU2RA8UAEhkIP4dFgqwAE+MAMGoAESNAJvwwEboAL9A5kzPBGUTIwOAANxxUGziwEe4LylFIGH5wIUoAIgQAF73NPo0qHN3CtCHT0yUNhbEANKJRA1sACsqCF/DW0Llz0wgAABLcw+YdcisBNJNDpEsAIuVgTVhQNW0GoPsANOBAF3XBFCXbD4lAEWoAJEIAIYMNEiMAI2sAC+bdg+/iACHbCGw6fNWcwQNOhoIbbP0fXLScRyHDDTQuZfHJABMVBFmW3ZGzwm6/2AknWsGrAAMbC3CeCJVpACt/xwJb2jEqB2AoEDEdDaTY1EmWVNBoABzc0BZe3LAO5TAG7JF2Fs1Qoi/xqRHqsBFHACKTACsXWub3sDiy3a52qN2b0QggUDEpsCIjADEmAvAF0DDPACeVoDVptdDYADHYABNTADNvDe7F03fznIxUIEa00ROPBexPdeGM0E87g52bxalxzWFlaLSbcrJAhGuN1LuqUAUuO6wTziKQK7xyoCHpAAU422+qIrKGwDFxACI8ABMRlrb+sT5qq9kkwGAwjY/ukbnklWAzaAMjJWAkl4unYrAzyAA5+TvSh5VH1UOEEuq1wJuccCHlTMEAieyhygAb9UAu/DAA7zBCMQVzsQATtDjBJA1QVuAwd+AgrwAkjMUNom5hJOBoitsjwgu/bmahVQAkuFlR29Ai/QARLAAzUwkTdwAjFgAxJg5y9uAxRgAzUQNR3KzuXrs2p5FTxQAtsrMUDr4WvjAtLr6QJ3Aidw4pHeGGMix76CHT78EH7U7IoBBNV1oAwgAtElA2Sthh7wABzCA0RU5cKUdE6tAHL+NmWdFI7DFL98ng0/5gLPwzGgFMKnAbuuR62DquXpASGgAXptBSwAAiNQAtmm/gIAnAJrs2opcAIqwJVxokU4AAJ6+aEhjJMgWvPp3hDiucjXUgQvAOQIsXsOvJRoaVDEPgIdfwHNPlyEVEoQgNcFEdYQsCvQ5gAnsAMw3WWllAH1IgJsxBQh8PVi9PUTsVEv8GFAUHEOwFMIcAEn8CZtQxTASfMaoxD82RBBURQ9offRpfczQPJ9v/c2yveEP/iGL/g9kfPnuZoyZy34RNEKcYJ9RwQnQIsdDQIhYKksoFE7EAIg8PZ96lIy0PLBDOe0eBwegPkyoMtumSxXBAY1YMMRkSbVDgQrQH0IUAAJgAEq8D+JYe0HQZIMwQQrwNfW5nROZ/zJX7TJj/zH/m9txq/8z9/80w/Qh8zeO1+LbqyjzXacnqwQ5bkCX3MAroYBLOCtwO9SQN4zBFB87p+Q8P/+8h//9D//9h//a39uio8QTwD5OgoQMpiQIVjQ4EGECRUuZNjQ4UOHYHjUgEjQRwoLDQwYQGCBxY4iYCoutPIQiAUJIlWSWQmmJUuYL2XGpCmyCAgGREbu5NnT50+gQVk+QQhmi1CkQJnEYCIy6VOoPLdMdDpS4gkKDAgQULDhBciqO5nYMGlhQtSRT0I0AILW7Vu4bpnMSFgy7l2CS4kcxds3KBgrOCgCBXMjRFYDBBhwcMGjqdgYZSX4TfhERE7KmTX3tUL2IJPB/pujWpmxY6Bo1Am3ELFxI6nLGyMQE3DQ4QWPkBCf8HhIxGxqK2vbpiZeXKrOz5GNI91iY4YPJkSXZwbzZIeM4UKtIGdpQwTiAg88wHAcVqF5hScno7aMefp7+Ab5yvcRPygQFRpOnLbvtvqOGWxA76ciZECINBEkYKAAAyDwIAbTSOKOoZPOYk+4/jIkzor6itKwpyI8oC2GIqwY8MOdwGDChxlmmBApJlxTiLQQJFiAIwhCiAE6hJiAQTKjgtxCSCKHNLJIJI9UMsgiQnAPRSjxmuvA7KJsiIkRDFAgBRxgsAEI/qyEyIoicJiBRP+kW6g6GUCQQIECEMhxR/7G/uqNggdwuEFPPvf0s09A/xQ0UEL3lEEDtsRUFC3relRu0bpSQGBLgsDYIQYZcHviREW3YAKIG2KooQi4jKpoKTcV4EiCEWIAYlM1KbTAAT1vsKHWW2+wFVdedc11V197BXbXQ58syCgrhvSJU0jfm68gO5s9yAoWEkBghGfBAGKGF2wA6TFFjfoUhxhiwMEuuKKtCIwiYPAAAjgTYBW7TRuqMDW1Ev3sBBZYsIHUFHGoUlr4VKyL4GNf0MgDdA8Cg8UXasCBCCZM1NAlJorgIVQvw4yriNBSbPddVeUtwcWGD1IP38teJMMGAy7IAAMReLJChkcRfg+0op5tFowY/hwgYAOAGdLWBhdimIEHMCs2zqUnMvbBuRfM9RgvK3gDarUXOHBgowQoOMFFothFzjcLRQtOX4NsaKBEGBww8QmBSa1O4Pq28IHpIYugGGAr2nqYaWbjGmMMMcT4QnExtGB8cTEO3znkvOgiGAwbJCAgg4EdemJbGGAI0IcimKjY4ru2sCJqIojYwYbQIcwNtcLX5WEEDh5IQMsKUmjNAw90Wpm9lhFy27EXJohahQtEKCG6EjAIAYQnbOBggxBGLUEFGTxwaQYNOtuAAxEsh+vwxbUIQwsvsMBCiiiUgOIIKJQ4gn75j4giCimkyCKL9SUucpt5GEIKdDkcVIAA/hbQWk+M4roYuOAForsBD1pXhNIV4QlPUF3tWLIF1VnBdBj0mw/MFIMXvMAFNnCMz9TmMsJsAQgr0IADEKAlCCCgAB0owr0uxLaC1AABIQiBBlxQBBVUQFQcOEEMJICDFSVwBEijwA48IAIbQMAGRPBACKRoAxZQIFZIQZz6sjCFJShBCEYIAhKEoAT+TUEL7MuCF9I3Ry2cEX5HQEIQjCCE+/GPfY0bQ1/QY4UdEIwHFyDABHAAFRWVqQYqnCAMZDADie2ABz4ggt882UlQEoEHG7tBi2AQQRV6CUwpWw7InsKugsiQhloBgAAM0IEaoIRlxiKIDQ7AgQxY4AlE/uiABVR4ggyAwHu93NILVACCGHRgBEwIgQd2cIEY2AABK3hBCjzQoaCMwXFZkMIRkmAE/WVBC5I71k8QJ4YpRGGN9JNCAAvpn87BpFlA2IAAIEA5tIjECiIUpa1w5oIV9IsFCe3XCiQoAxngQGBEGKhLoKQuoRzwIFuoAQMAAACubIACEOgkEC5o0pKeVKUpZWkPV+pSlu6AAwxoYBAbwAQeZIBEHuDAJnEggw6EoCA2cIC3eKAnD4yADDWAAAswUD0HLG0HIHGnGLLQhSUcQQhJkMIA/XI4LUhhnv6zowcrUgTzHatoiiJCCEaksw+ZKilTQggP8EQBDYAgBBFg/oALWOBXhALWoX8dbGAJK1jEHlaxhnXBCGyYAiCEhahM2AILLlCEF1hgB0CowQxgwAEc7G0HGlCBD0rpg6SSwa4QWAEZfJCBFWwsrRVBXBawcM4jZOGexhlDOYUABSyE4QtmbYgVZGSQdkEKS4phAVzjysqfeCoh2kKdD0UDhAiAVAKltQsPnqpaBvoAAxYYgQVqsAUXkFcDT3DBBK4XAh/wiwxWeMEF2kJfCXBAAyEYY0OsOoU1KkEMH9KCEoJwBDkOmDDo4ZminpACLanAuR9iwiOfAl2EDE801CSARhqkgh2UxGKAKVvGwLWdekWtREOJpVMAU7r+LiSPSjBC/hQWJQYoCCEKWVCwT1i5hRhryAorQMC1iDvhzWgURhZuCNqA46QaqCCHtBlBhHgbViQcocfhIkgWsowFL+z2VJ6Zlpi2AAMFHGCZSM4QExI515wtRMObaY9OmKACCiBAMSO4wdUyQ04jSAHJY7BfV8XsELoaJEZW2oIMGGAADmCYzZMmA93KkjY6h8AB4GQCCyygAMV44F9HFoo4o8BVSpNhDPKUY0W2g5AnxDlDmIOAATDg51QbR7qambNm6jytF2CgZB2YAbjuooXbYiHXBVm1ErBw6DXB+s1xxcEEFgjOZb9HyULZwloXQoSRthSlMCX3uM390nOzlAdew3ZB/m6GAa0oQAMyIAKpRzKGKUBhCdk+iBbit87i5tPempEIBghQRX7HZ9FwLktf/7rYwkY8sYyVOMQBm4IK8NIgYJgBBzSCgAzAYC9oEQP8tJBwhITB2Vvu0WzJ0O24AiEDBNCiUCy6cZ88wQdBroiyZo3rniRaVpj2tabbjZAt3KADXzuAMXngQp+IUwlTQLlCVh2Fkytk4Yr+kYaK0AEDOMBAQmHCC9B1s6M7hL4cAOjGmaWttk/n5kiBpUN6nZlfRwQHIYDAAQxQARb4QNIQGUMWosByo/nNkH/eMUlariFqGoABL0iKEFNQqRgsQKkvR9eQ7GJRU+HAAo2Z77MG/upaFgyUL8oSKA5YMKQgudvzqanwKz3oZNQEZ9O2G0EENrLdEEcdC0uANkNugoGBr4uzmvE31XuWEBguxwonOIACVpB84wnAAiUhQgYUUDMfwYBUTzjTCwTPQjIwwQVWUIECWMAuGbhgIBJBIRA4kAAVzMAF861gYHgAgwrzvxWwgaYAAhjoluZCDVdKisCQjF2KPgpJAQm4oQg4gR3gOavDAhvbiSLAgAbAQLLrAOXRDDFovGkhs2PBvrhgvyI7AajziRkwAA+YAcxhAPLaghkophCQCAnwAAzoqdSaAQcAghMwABEAGQ64ABDAHA7ggBDIrFvyAAfImA4oASIQ/oEQGAEcKAEgICINyAAWsD8L2IBZAbq7aJSkKAJZSwjryrTdAxE8uyEHEAEo8qAx0MCeIAIMmML5cgw+CQmccorV4A290RMeUAm/Oaob8IEhsQEKUIClYYkK25MLrJRE3IHQ4gttySf/igIq+AyAasD4AIMXWIAhGjyesAEGiKYiWIEN0ABsMSERkBsceCof0EJpWqopJKqQMKEQeAAeEAGGEQkhRKsp/LoRKAIRMBAfOMIRkIEtwAE+A8Yz40PauTAmk5X1EI2884kiSC84aYAQ6DOHyAIl8Ak95EMciIASoIAJ6MGyowALIwJgIr8KcEcMoMEiGAEN0AAKkIAJ/riBJygBv5MAECCTEXgAClhIFRiIIiiBDiBDDJiAN/u6DLC3EswCg+AQA1pD4gAajegAM+yJGiiqEcCdGEgqHiAvD9S5msGPvauZkhyLKVzJENjDG0itXvpAphqmpMIPUrkdIlABUrlFIRyIoBnJUvE2woAI3FMboyO7YFMVBZjBx1idfkuC4jOJPRwIG9gcG7ABD1iApXGQXmIVHJAADAhLvvsXD1QBHHgBCEC+alMAFmKCE1iAcfSOBTgBMiACf2SB/+tBgtiBHHnBhtCCJPiCdjqQbHyaGYAAAuAAphQKtwECFpAAEQACaaqBPHmBKQQCpRpKInABEGjFXZzC/htwgB1wAQfggRL4ptKxAWDcgQ3AARvIgBEYyoEAgiNMgd4UgR2QRx7QNKV8iwWku+M8CQj4JOcEpeeMTuicTun0pB3oAI3LuRnIgAVRAA7IlBcQAXQhtKwDkQvgQxtIAOWAmed5l9Upgdd0gQPYSxZwgBIogg3AgJIogvMcpq4kg5PQT4IAgguAAHZJwqNggnfZlBdYxZ8wx3vSlul6D8yxNgzgxKCoRZ3jgBlAIhWwPxW4yYxpLTX8FA9QAQy4tR2wRQ5QARG4tXULAW7iJxf4qSyUABZoF6IgghyFAaLAzCeAgRA4AQmQgOOUCxQMim2Ts4xrKIViqIV6Uil1/lIqjdIqhVKGSgEKeEMG7LhHQ4CscD+nyDegSEevZADpiEGlmgEGeA4L0AAe0AABSAAFUAAEYIAT4KLNA4Ku5FP0PIDN+8uuRMaheoAZAAINENCoWwJlS7+x27gj7YtF0r6agqR6MRWs1BbT+aBKqRROyg0Omq9OspjtABOWeBUVMan5czd9mq/0K6UVGAEVBAoRegqhkzNdIp7sDIponCkB+KiiIgMtOIKthAj+RM8PJIgaMACl8oEK6IAYYACB8IBfmp4s3KIrIohj9U911MuC2FY9LQgiAAG2i4DWAgoxEAKC6IyOLA52wakMEIAnqrqFiDUP6AANiDu/QEyp/qhMhHjKzdC9tKO7FzCAjxIACvgBLDhHoPBTr7TGZVUqFuwACSAKVew66SJUQT3GDWAAUqHHCrAbHKCACqDCQN0CFVgMCcBQwuMfTv0Ml9OMcd2ADqC5mKXXSqmBEjgBAcGXgfUJfi2Iu6OMbowKjmsAB2CABoAAE1DXoNDDByAKzzwNmNk8HEgAB7g+AA0mG6gBGDgBdgGBzYPaTVkBPOUB+qqNGpABDoAAfRRbg/ABCLBPpNACI1hXpPNXytgBBfgoBaA8nEURIrjZnkBDe/mNC+FStNAYTeKBHciBICC7Elgv1aJc1QK8vODHokFUCICACBCB5UlALAmfv9QA/gjQANWJgc6FAMAriTtLwAGFtyT1iXQdg62Tj+KIgV8VANbMEL+hKJx1M1v1SJXJVW4sHr/IgiOgO5+bu2TZyLAAjIqZD3SJvbxo3tMJi4bxAQqINDLSwFuttMfUDCYQgVqislkNqGDkAA9YP5wN2pHAqG9DXKhUXMNRAo1ctqk4AQaAXaHIgiDYDUchDt+QlxDo2fgIRg9YgRMIARdQkaMAA+QInJKQ4KGo4B5KX+oAwZ1AxQG1gOakThGuzhEuYee8zl1Fiy/Qsmw7CQqYpqcIg8hNiNuFJJMIgRxts8mVDh6YwRWIDJkCshfogI8I4k6DgS3YgemxAQ/WNsLl/onqMIkmtVIqxtIpreIrtmIq1VL7hQsZ5jciOAEAhAoA3rWNciDAEKEnKB3o5KRx66TSOR0QkqsMCVeC4CIOyEW3IYIX6B0QoIAZ+EA9BcwrwoCui5IimN2fCF82NF46Q168sNvATQoZDl8zLq41ZlzcnAGcgQG/UqgUOkArTaFLqoEb0CQggDENjoqbEKoB5akgpBUOyEcVGD0H8EkRqIG/7ZrLYzS95YklVQiA1QyB9QsxYOFJDgotCAL5Tb8nZonAAZADVBoc2KwSQR2GSBYmEKXXkYEUyqYWgg/2y4CB6IzvHIGaEUIrwgBMaREjJSY+6ytM+Vn7mDtuY1mh/nVkX4Pku+gt50vmn9ACdb0aRlarGPAS4A0o6+CWG2hiyvABC0iBHWABDhiBJ8hJ2IwAHmCBDgCCTSKCk5EBCyiBnFqa8f0QAX4ND2rDoutiuJiC5SVmTMREwVOUMVgCKaDjY2FZKzglh/4LzDwuylCRaj7lot6BG3CBiUwAI7oODrCACADkGEjCDPCiFbCAkRrHWraADCiNot45r3tU7ajU9NBnvOPnu/hizcABBogAC6gAj4hU47DbMRBFtzM+FWCBG2ia530NTxkmHogBFSDedAkBBXCAB0BsB5jbxHYAO2UAB1DsBoBsxWYApY1syF6AyH4Ay6bsxoaAQ7aP/mYmEMIWV/oN2Kj0ixUuT79YVg1wjhBYgHONki5QV7Q6ELLmOlA5QBnwFpPKINOJjtVJFsAAsuEeIRMjAhOqgYN+jlLaDAWFtBDAQuqebusOgQ6obu227u3u7unGgG2KqwtT5AwD4eA+b/ROb/Veb/YObtRKYbdYWM2I2NjFgD4sE0I0LYmqt4LQOUPMjFVTtqxp14XwEcDRGM9igVSqGlHBpNbQk7DEJJw5aAn6qxhYxHqZCrH2C7VwabjQptmuZw62Cil2gFM6pYNO8RRH8RMvlxZfcRdX8Rd/cU8DIrw4ZsSLCzW1iH+kGwiQwA54AhmQAAiQALwau4f8RwnY/oCf/t+YblV3I++8YIrzKG7TAQIfyPI98RYfwPLSqagTkYgN74uixQsQ9zoph+IRP4kI2CA1fgI1rpgNkvOoeXM7jw46z/M7/xycgMC3MMfMqAECOM0iYIG+xBwEEE5QgQBj8gEZ2NKQiAEEAK0dOC9jjoJGrbuRKFGHIZNOgt+R0HDU9vC3OPM2e+ZNH3PoO21ixpDM+IIo+Ge8qAHeZd8K4ACdSE+6IEUFeJQZOIA8TVR8Ros7ZFgyuG2HwcClCJPOGIEM0AAPoIg6X5PSiQgeQHVGQeu7MPX+eDWGszuzJlptx4svELBVbggbCAAEkIAQSAGAmcljzwBrfBlm/sUBCKgZ5ksCg3gCgFJDhjDwY7EBBRiAw3aA/VgBtpOzC8CWhhD1lqZntOD2/jh3jgR3osM7V9cMcxSDc1+IGAQBymobPlRQtlHTG1AAV6aMMFgC1r7kvFB1aKHydQ0BAFAAGQCZAPE9DNgBFbn2GrivEah58Xs5R7+BtRLzR7ZLk1p6ImB6p296qH96qY96qGcBBPDf+Kj413BAXfXzuDC8Yn2KqjWeZCWDG5g8EVsB9wsRCpi/JqddrEO6A6FnTs8LEKj5FyAV/vwoAHCAobSAjZiAqQmAjwL2J3gBCeAID8gOh8+M4ECAE/ArFZJ8F6B8y1fwysf8y598zcf8/hAIb9+F+Z4InN5gdcfP+M0wvByHihoAVOOxRkSVgBSYASnjIVI8XW554LjISFjLbWZZdoPYgQYgAEjbrCwRAO/0gfzQtAHQLAcAqQpQARhAAAc4DALwgGPhAdGHizLfdtDvj9r79sPdxkeGb7zQwNVPCogG3OAPcnHlgAgwchCwMKCZgPhnci82QZilkn9Hk4AHiAwKCECIAcSCARFPrPBYoQICAAdFZkQEwgMDAQsuQghwYIUMmS08ZIAsafIkypQqUz4J4cDHypgyY9pAsGImzpw6TX7cGZOJDZxAKkQAUoQIEaNIlSY92nSpU6ZSo1JdyoNDAyA+t87MoiQL/ledW3qe3ALGJBgrC8mCtKLWytmwMcd4DRP35JMdKJnE+BmDicknYLa8QFCAAxEMCckAuUBAgoOIQCUXuSBgAQUKEzg8AQmGxwy5cp+IYEBE9NaaN1GzXpm2dUm2Kw8ycMHCtosVuHXf5p17N/DewX8Lv53CgmnYosVAmTJGOfToKrVcifLc9d6gK4vAAAySCYsXPGI8EGCBh2MOQGwAWAAjhGT2DGz44FDAwg0bNm6UFElSukxWuAQTgCqpVmBrQCn32kxEWDABgjMJmFWEOo0RhRJaXFchhxZOAYUUMm3h3UmyncQXiUxwcIAEDwzgwAtEcGCAAh3UYIABECgw/gAET9yAowUv1OAAAhJIQMFqZHz2X4clkZZck2QcGKVPRdSgHBNXznSQBFTiVdppXq4UhhJNeCEmmmOEEUUUX8zERGgnMagSX0X0ZwMGF1iQgQpWbIHnBR7wMMIFGHiAQQhPMCHCBRrAAMYNeVrQAQ79jSRmS/MhVQQQm3ZKBKeeigrqp6GSOiqnLiDAApo5MaRcEUzGdBCErbZEYaspXajEFGJsmCuCWkhxBBY5KXhinHT+JadZZpU0GBhnNTtYbNQq2SxaoGEqAgIlFEccuL6JO9y4wnlgE7BUvrqlBV3aCma6KYmBYRZixBudmlKAuBMYdp40UUxFLNukf2JO/qhVlFPei5IVCMN2V0wO1ormwQujJIYSR0ghhhgQW7yTGFkMG4W9/HocEoHKksjhkttC2aTCH4MUq3JbODxru7k+GabMJYkxcr2/9qzSGFp0kbEUQrvKQ0onm1RnlAV7eevNHMYs87GtCSwUBQ/YgMMN+YEtdthflz222WSrnTbbaM+gAQNMD23SGFMckYQUWvg6N91aeBHFEUdkobROAMuZckpW1MBDZxxuQYQNek0Nb8Lo8m2iXFkKhQECDjTgOeifix466aObXjrqnzOgAARy823SvIFLUW/JHxfdBeDEEu6TFZX+29dPMCx+FBPOtjZWEZziEIMNTldYcZQ1/qzKt7XHr7ySFS+MsD333Xv/Pfjhi8/9Cv6+frEURggRxRR+793qF1pkwYUSRhiBRe2tnfyEljGBAYQMXAADGeCAB6ACFROIwIQiMOEJirJCAyOYwAUeEAg7qAEMXgADG2COZUAIwQJuwEAFjnCBEywhCk+oQhKukAmFOcFTmNBBNDGBP8qZ4flyiBK6QEEIR1ACFrQQBr3tTjliGKKwlCAEIyghDEWUCxgahxYcMqwIOJDBbbL4AgHGQAZdjMEMwBiDDNrmBVncoA8EAywedMACCDiBC7YoxzjScY52rCMe72hHEBiAAxqoAAY0wAEWUDFKhkuQDXWoSJwUrX5B/jAC3rIgPy/o7QtjeOJJLvkFMWjBb/LD3REeKYS8VUhzDEPNWc6ilpEAQYWASSXWQCAAAzAAJrC8pZJyictd6rKXqZwBAkLAAQEAAAAEwIDzDFY10fBlkc70Sewe+UgjQCEKVwiiEDvphDBkwQlN6CQ3sSAFwCVBmkggVv44ZMqnaUc5OLBA/84HBmAawHPLjJBqdgARAJhnBtfLVTK3kpdnEjQsRcMChoQQhB7QAAUtCIIOPkACHQThkUqQQq8wySEr8KwkzbzhCTJSyHsVASMUAMHLOnQgGCBAAAOpEQ7+6SUrmE9/Bb0pFH3wggkgIANkwEECUvqx/bmuNfoE/sD05OkCWsZgQFQ60KIoEIMNKIBGI8DBSAtEM9hsoaY4/WqAgLACChAAARBQwRZ20DnEWaxhTasZC4gZAAl4tWc8oEABQLAooVZoSlbgzxZqgIGBPOAEPshqdGqIJRiAtbGu8YELKIAjCYwAYThQAF/vBSeGdRQ1RchAAfgJo9dZQQUCaJ2A4gatabF2ta5tLWxfC8wk8eQFFUCAASTAAh8EFEBRxFI8HevYhq2gAmWNgGFNggME4EpmT/Dd04CXoBVoIAAKiEFRe7YDIp2ADKS5Lg52EN7xire85D2vedOLXvKqwHIpYcIKJIBbjRCht9CJ1oKkKFywgsEHLJBs/pFG0NmfYnbAC9tCdqJjAwE8AMF8Y0IIBkABwLREASywQQ1qMAMMa5jDG87whzsMYg+TeMQgPkFSVQIGIowAAgY4AAZgUAT7Jgi6rKnefm9qBf8CWAIluCcZ1NrcoZpoTrCxQT0Ri6YZKEABLwDJzp7qXtfwwCUGQIAGZMAEGovGSjdsZ46fKZKxHiC3JwAySC6b2XhZAcyecbByfiQRvhFhAwLIQE+g1yTpsQonW8CBBxxAAAVwoAZ1hY4VJKc16YZZkQxRQY+TK5PlDtli63SSm1mjZgPfCwwxqGf/olw52s4EDDboAANo5IEa6Dc6XMZJ7xrtaB6ogKcImAAM/nOy6aHZDCVbVQ4PMKtomQFBshwITAgq3dcpu8oGGWAAARgQghu0+nic5gp+Zf26vJxAAleWQArQnBIhixtYJ4s1dHjQAAYk8mNbUEEBHlBUUcOM2TqxwgwEYoAGlACr0PHyww6t7Xv1rgQuRgAFUiDwmOy6Z/9Dyat14gMdBXdhOHBxCUoUAk1NBSoefwrIOx7yo6iqz2F5QgwsMBAIlIAHSv5JpuXy64EvjAk4EAEECJAACrDg2pNmbrlbNXPPLDwsPpiAApJlsSeUgAAT8CppuvWtcoWLXFY3l7234kI35kgFPIi4il/+E6XTHKBAEYEDCqAAC7BApjppuMza/uxrWbWm2Al48lBtoIAUOynZQYfO1WTOAvk+RgWHFQ2OUdPVsqerCDbwALTXDoNqb4XcQ0s8GTYLncTwXbMcEClK6K3SrGeu1rjVLW/DwoRhswbOjKcSGODkgZdiIAauFw3c446SEUWnpAhIwVBjgICkJ87vUia11lIQAQQ8ZgVAEPvQRfPc18MeCDPYQAKijQEZ3B41lP67mLLGk97PCPgWAwJGOOA00VuN9KxhggokcIAC6NblO1k9lhhNfQQ9DgYZwBEDZADZwQZQrVm6aN7T2FiCeIABhEBbsQABOIAC9p2yRQifRUgRPATzSYAK7ADlqVO77Z90MMQLSFY9/nEADoCdTqjVSwyNW52I/r2fCBCAAy4MD3hbDbKECCyADRzQUfygDwYhEA6hEBZhEZScOqUAT0VgCuxAIRmZCM5NXtRaWUGACGSXdOTeUIXeBKKGFYwAARwbwZ0Aj1ybgCDACLCAGq6AGrIAG65hG76hG8YhHcKhHarhuSCfVkFa9jnACNyA280M3YkG70Xhw5ydoN3aj3XI97mgz91QCgzABiyMDRCJHjoJ5dTbJRYIeKhcAUibDWzZe8Wc6sWgIW5Ff8kAByxAtLHdI0KHFtbcABbigqjAMWmWLFnAB0KZ8UVP53XI1g0EA2yADACBx/QLlgzgKepEXrDABQBg/gbEwC4WiOX1jGLBoKu5gHnEyzwhwAKYYmBk4uht4vPEANxcWQa8wOF5hgq6Bvgt47MARQlEAI5AgAfcQPcxYoFdXrUdknLAgAC4C7CUFAFoQG/p2TgCS5txwAPgCJLggGCgm/60owg2DAxwALQlAGV9Xa40osMVWdGFhQwAgEC2ChgsVQN04ZcYIIAEnpiAwQ60GG5BwAjsxyDKxbrAo2usngpwHQNgQPnESwG+IsVMYLYBXgA4QLrcFQGAAE5kClYthFS+xVRWJVVepVVmpfCZXLr8zwlQQALQyAWEwPMtmk6qBEfNgJXlyKpNI5WwIFvVXMVJZJwRwAOI3Q3Z/mJRPKUIKIALhBhglpiIDWZgmthglsAvNl4MZEADXNlDBmKznSVa2JwzKsAnJhxHWkwsEhwWbo2C1RNkRggY4AB3uQoIzYAP8IBFWERqrqZq8kBrviZryuZrxqZrpiYLuJ9CnhoD4NYDeABq4qWSUOTDYJ6XDIYPyIAHNGTnbMALuGWreKTDMYxK4h5zYVU+4sRR8k6ETVhOsN+ykWO6EIEK9GRVIYAFdOCM+cRvoRIP3MAOhCbD1ADrwV4R3MBx4JYCVIBhZee9bCY31hVxMlxVecAJyEBIJo4NYKF2MpmTMWMvauKDXQmcMCQAegAMAAF0loQ/YpsNXIAE1J5P/hCBB4jAS1oRC+ibWXGAP+VQNWLNIMaedPDAAhjApEwK2LWZMjbI5+EZM4pj+4mnQtaUD/RkjSJABJRADRBBISFgWBBBB3AAD8RnWzCBd2yBoohiWxTBDnjACERJ7PHAC2AFjjjABTjfgFIJgKaL3P3LTaIGDzxA0s2TAwBGDfmAVsTegjINQ+CADyDYpoTJE3zdZ+xAZprEFnwaA1RcTCAkh1wg33Rfm3WAAwwEeqpAD/onR6HGQXQAnAEBC5TACzxfDKTACajAo6zYCpzACGCAiVZIv/AADARaARgAZlxVmoqJdBLZXuyoaExcAvQcC1TAE7BYBYAACDBQCFSA/gd0ABPIQCB1QAwQgQiMAAxoAFykHF9gQAZgKEoMRQF0gE9AmALIwJSeq6GmK7quq7q2K7uya3txZdzFZUkQAQtoAJEMGgawAA4waUr4p6tEVoaSQRGMgAa8wAp4gA9owAO8QLeF4gg4ZwowwJcWSKzCAKXWqgJEQAjUAMC+zlDOjYksXnQAwQRkxAZcQAwUwQlUwAzUAAeIwAtIwPP5CLjhgAtIAKCJwA0UhIyUgA1IwAngrASszLsRBL3+hAcUgANIQARIAAQ4LdRKbdQ+bdVOrdVSrdZmrdVWqgvQma96BhCkwAUwwAHo6wr0IFkMKmtYQQw0ig/YwALMwHho/gDMhkBXxWwlwgQQdEDFQsfj4MALbAC0DRoESKt8ng9cDo3N/at0OMh9dAAGLNAGIIkKlIAGeEAIxIUNJEAJrEAJhMCsjgATjACluGxNnGroFtUO0GN38c4LXAAHcECUzm7t0u7s4q7t5u7t9i7v/q4fFdqDVefhtGxvlpUFpAB9LBBjtUZiCGACiEAJjIAKvICXkgGJjsCQAEYR+O3DPEHcpsCzDYCtSgAIyIBw9syaAouTQll9skZJHQALXIULQJgHMJDjdcDmKskNOMAOJI8FlaiUOAB1tRkExFQRpJGTjIAAPJ1kLohPiMQJXEC+5lYIqMCZwUVYJNpRsMAE/siABIRiERiQAHfvVYWwqWHA32LbE9xnU9HjLDGABITADKTv3Ozq0k3gR0EHE2TAG4HBC1gAd1TAgsrADKjigvopB5zABWUoCHzpQTzA1wLBBgytDbxAXJgaAwTrAz+McK7YvepIAQzaBYzADPSrBusEEGRACJSAK54ABrjACYAAEJRAdxWBHTPBCXCADbSY+fHLjuEADJTABTQAAagdBGCACqSgtq0v1oSg1nSAAXwpD2jADkCpBYgABuAjtIoAB/CFBXDABoyAf32tp3GAnWyBDFCAH41AT6hIRnxsF+dEh6Iid4CABOwdAUQgBpQADNwADxRPb41mClSvnbJA/gpcWO9UymhWCngkcw0Qb39wVNxuhAXUaFkxAAV4wLQy3ou6m0zZMJ3wUQ0yyFtk8UKAxFioERmQxVFGkVt4hvAxQNjOcuGQIlfgsQtwwAQcbwFgRgeswAzsgA/IUK7mhLRw1A7YwCBrgASwYgF0zjazgBPunyO3SvuGxIb6xBOAoQc0CfoRwAYc9Cy/oNbECVCoQAdQQKUaQFk1AAVowAj85Q0AQSs9wRaYRTtKS1oskA/gQA0gbAhgQKXusq06gAV4wAtUtCHicM1lWka3bUhNouO4QAEcsD0/TM1gIUPIgMFChi5fWdNiAAeUQPVuEDATdKcoBQWtNRCkZn6M/pELqEAIZABYn+2VMQAEhLIKoKYsl91Fo4mM/ks9c0Vp3VmH3GADZnVr5KRN7SQOzEAKHMoEOMACIMDZEsCVYZYDOMADZMaeaIAGZAAGWEBmUABkrE5YuvRmN4AEWIAGgIALqK09f7PFbKfYSgcYsMAAWMBGhZQEECVjywQRFLZO9Be/JDAGpYAwYQBqP8C6rU6TJQACVHeTNdkCKEADRC0FcKvf/qUPFIE4A/Y+9kyiQZxvvQAA+HZfNYBuDrex4PNWeCYhcpRFiNcRx8AaxtERH/GCGoUMwTfDAd3Q1LJjK0cMBGQp5eJGC7iKkbR3ybeDp0tgG0xngiNq1AAA/kCAaAITAzTvhGPbeD8LhIc4dNj2wuB2O0t4WNRAR5T4v2CEQZp4PkMyFI04jT+MWA0fDCTtAb6VdNxABDY4ey4VA0hzjr+XcdPykid5Kc0IPyEAVX9MLbdndODAAdRpgdxVAeSgk7vKO74Jhn95k3gaARTTdfUM/8wdgKgVA4T5vdkiBMD5l0P4gZO5mKAfPyFTzzzOXrwpauwAA9RSmxPJH+O5hAg3QiM6QH0a8V0ewzAoa6gbu40gR3gno89E9OGkomd6721ABvy1hQN5dPCAjrD4VtRAk4G4p69E48LGDre6XJiFW7hFllopruf6fb4Ark8lXBgPDQ2gSUMH/hDk8phzRZ3dmagzunGqHqojerSsMxOsdVLYdGriANjoxwyEEQzEwBh9+7d3u7h7+4ZtGHziwFvbdFI0hXinsXT4yF4ce1gMBQKw+o19mgM8e6ZDIeIROY33dKekpg3IwBaFRxxp0ADtxw34AJ4+nwwthAw9PARNPMQTAcO/J4aNkQZtkQvYRheFl7pvGYSfjPgph4Mkplz4QAUYgLjKukyUPOItu4lH0ULLERgZEI6/HxFc0QtsEfNo6PFQnr/TsgYcgJAeNwtctY+7/Mww6gbru4nDlwvggMzHS0rbu+oNYLOjBhNogAFkHAG6LtPLxEDBxqYjOg8AJ2wyUDzD/jjihYRa+DTOennmQLXTcz0DrnBY9HTTUUCnj70XSjqek6cPzEAGycB+wGZ4K5CVroWfQEu0wFKpDee1DMZYYCkEtbUFvWcNxIAA5Ye87v2AnT1qtEQBfDRqsJgKbHHoAz6iJii/MD2oPssIZzwMdLwGxUCHmQ22n6vipzueBj/wb/6U7oB45Ud+1IAX9Xx4vMDL1jQ7F8HRl9q5Cb70NV3Li4YN1Opp/X2mkz4q0rmDS3+pKcpbT2nZaFh/ezvCx8ALjFEGhXt/v2wN5Ifx46kC5bRMkH/bMqjbAwQZKycIaCBzEGFChQsR2gDwkMELMAwpVrR4EWNGjRs5dkTI/sSGx4pFYog0eRJlSpFAWCjc8mSiSpkXi6yQWWTGQjBAZrpkISCDyhoPCThQsaVnUqVLT4JBOpNJTqZTqfasmdBKjBQ4qDJ5qpJIS5VWbiwkyRSMCwEUUoKZAQCBBRsxq9a1q9Rpzy1M7vb1a5FlQiAYDJSYCiSECroor6oEs/hgVLQxArDd+NiKlSdWmBRhgaCDj81W8v41fboiE649raB2fbfxwSIXDIwQiGMHkxs8Nt/IfXtHays8dgCZSJZHEd+ZVQBYUIPv8OUHreDWjQNH9N2tD4adyT0hGL5M30Jg6LRzESJA1u/AcWNGDRkyXpzY8CK+DBu+eRAhor6I/iKs+Oq1ApfCqSfVDFxQqcAQIoIwEci4wQAHOkBAgRNqYIABm2owQAIbiBhBggUwKMkGAxjw4AAGTpCBAIhUICIECBJgYIQiJqyQAwNUVIGMFCNYjQzvVAKJIfCUcsg8MsCwQj0ifLBhhhdcuJKFGGTAbb3/NOOsCB+A4AEH+ay88gUYaihOPa8YfNOkJ3xIsCQ47TTJyO4Is22oASCIgAAFVsCggA6sGIEADHzo4AALMjDgASIcIgACCQRQYIQFAKB0hA6K0kABAjYIEgABFmAgVA+2eIGADJ5AKDaUmKhhISSZsoEABoAAYocYXmDhhRh2KGILApsC4wkgavg1/s0b2BMQsjulRSjak54gctpsARProMEMkNAhBniwwQEDPFBBAAhwqOCAFWwIAAEWWIjAgBTeYmAHcr99AQBxXQgggRiegKHfcQFQ4AUgXhjAgXURABJWm8biSaEn6kwKShkesGAF/IqodiqndoAB2Bp8KIIJkLUtEMqVXbYrzyL3JGMoBzqjbQQeHmCABQUgAGJSByBwgAIWar65NodsVpoIUhF44WgygIhAgRAWiDShWFGK9okdZnoyzBlcYMGG8QzcAggYXBCWCDdfNrAIGfQy++2XHdTzW1JtLiLCJzqAtCArcFUghhqonBUAmyGsbSh8ZzggXiBSAOBnpaNT/oFSAjh4NWKZrKBYIZUvK0LZFxIWneUqYeiPtLpRU45O19+OGUIEwA3AgSeIeNSwGwiAtyUiLjjAAQwq0GALhx54gu8DRvDdAA1cCEFFCxRIIATBcecchwRUlOpBbmUFH6EtdLSWiBtgeGHOuq2oUgYgPpbdLzDOl2lW+l2+mwwmTqDABWTggQQ2wIQnjMACLQECByCggaYVSQMSgAAFRLCFHUhAA5z5nwsWCIEKsIAIEYTABELwqgsWUDYWEMAElEQGrcUJW5GBgUieVDoctLBu9tMSD5iAQ/3hBXUcEc8PtaW1Jz3lSTHZzEGe1MLNLJEMW+BOE52kmac88StJ/uzfDCKAgBRA5oUmMVb/aNURJvhgBqsjYsVqEIMbzG+NSrlWT0oTRzvx707+gwABKhAShYTRI09iCN0w8jkbyOB+dqQWDmSQmyAqMiNFKKPnygLJNwGSQU9IAQU2EMPuiO8kgtPJGClivkPywJIMeYINYgAEH6ZSI9WxysVg+Ro83skprTOLxFKCIIWIspBo3MEj7RiVG6SsloFkjSeT+RcmsKCH9BPZCzyHyj/KjSaMJGQzFzkDHxCzmeajIzi5qRSyxAAH/UHZZrZATqo45UlPYAITxlSDGTCThguRpUUkhU+lSBEtJgHJDkhZzoQQYZKO2aZB+6Ia+sBAPzbY/gEPdhWgec7zSwMiTWva+ZiOwtOjj4GnRr9kwHmiTD0+cA986IOf4HwtkUxU2U5qQLHqtI9aFAXL2HAqk534USTVscErGWqrm2CToa9hHnEOaTpgBQsGM5CBPW2wHxtgxz1Zxc1WtarVG1h1BlKNga/WdyUt3QAH/3FnJJFKrZhSC2hm654FlLQDClhgrVhZgQM80FaK2G+h+lSBCPLKxCkRtZxDhAr5kgonKT5Bd2HiVVarWgPL2sBwmcXsZjOL1XT64D/zlGJhgwpUWPmViXFNSLiQ+oQVIMBmTtpLTJI4W+rQljQ80MAGeBLPxYjnVT4IwQlIUywmvqq2ViAC/ipri0wmQusJpNzCuBDbzDqqRJyN1e6brhsZxspmBoTElYm4AwQNXMBmyXtBCWLAlyKUgAfrjcGTarAaIqjACi+IgARe8IQbyHc8URkBC3zwghG64H2VvK/94BuDQ3LlvfFl70TAYAMRqKAGzytlvkj7QyZ4TS/bFfGCcJjdhIDEmqs1AAUcIDcwxGACKrDZBUOgAQhIaAYI4EAIMBCiInTANmSYgQN84AIHSOAENpBAjW/swhp5IARjE5oKcOABCQXJZjnmwAhU4AHbPG7HPZ7LDCxgAQ9QoDYVWSWItRu3nnRtxHFGjW4YYiwLmhYhH9oACC4gtQ2cYMgGlIFK/hkoOAS4YAtE4EAJimDlg5CLCURwdFQIDQEmwMABMGgnlBz94yDboAGrPLT5gBykUSv6BD7QQAndkrfUIHK7CoIKLeVc67pIpmIxJIILqpWiESgZBwYmwpBR9oIQhKACNqtBA3gi6RE4+yA12BuQ7QeDYycbBxtw1YO8XCRHY3lWzPa2hJbdbC/XQAFS+VCQK5K2DtuazraWd1W20NPI0DJ5+Fw3E0aAgQxwQHAN8MEIHDCCGJxgabH1NLTBIIO9WflQBT94w0LAgayVGtpkiEHC3VtqSLsQyDaAgDXXfRGLvZWbgpz3yl8WrXh3h9cUSRG4DGCBnEgbBzWe0gRy/hdoqXmZCSHYgA94EIJp5ygEGdi5A8ICARuwB20e4EBnQOBAHoggy7EFQrd9vvUR+AADHQCCD1SQ5ovEzKDDnhvL2c4alIcnbRXBgQNOILWwtwYHEyjCCyTAAQ5QoAKqoUBr+J2CLcBAAh0AAQgG/94TgAHxfqcABTqzAQtwQATHHAEFUpDfvoegAxYQPOFFkAIy5J3wIzB8DCLQgQ3QyzA0QXRji4BnWc2w7bkf30L2gpAnzAB0tWIBV8DwHtnEgDQ2UIELeKBpJsjgVRbkyhZwcIIX7AD6xSe+8pmv6f6tQAVU7p8KXpB88veKM9CPIg/K8vzos/82J1hBCOJV/kiJNjbRVvmu7vmfEaN+5GLQjqHQxgeYgAdUAALeTiGIgJqS6t1Cx976TwItAlnMAnwE0KCYQAS8LAMsgLgy4paayQrYzDEm0AQxorucBHQwybp4gAVc4Pqqq3OSSpJYI8VOEAexwpMeYwZPEAOTaY5m4ixykAi9S59S7AerookGpG6SsJYeECGAqQhzcDjM4mKKIOb+oghOIPzYBwqVkAdoLeUCi4YKagr7L1qkkCz8aSpsgGHOSwNsL4+Aj/bk0CQq8Axx0H50YjEUxjTWzXxCQALkST2YSzl4w61uwAfMkClYEJZwDX/2Lw91DxKphXMio/z+YuacJAYgYAdG/kAERgAE/OvMMGAFdGQLbqADKIADIvCdeAC1uEm5EkQSJ7HtrCChwCshLKgWmaIGCCAEEAoDNAAH/o75agCDWMkCOoD6kvGr/IIkyDCZGLEjPscWTbD3FKIS+6e9/AJXlgzwEEkDMiAzTkAC2mfIgKAEIiD47gIMdqAXa8ka6egaTRCHZjE80EgGZ8IGBEACPOAEeCDRoKxIOoADYmLIcMAgv1AjdgL5tsvNvuMG6zH3gjB0dAI7GNIiNhFWSi3o6MpJZsATQwAk/eL3Hki7ZA1/cI8iKfG7nmAiD+IJZIAINFLmzK5bvg0HIEAFwkoENmcnexIHFHCZKknEqJEj/v6vJdnOIgGQIt4HJanCrsSHCVRALKwABiDgTzogJLBSKymAJaeiOoxyu1IQJfZxKVdOKU8MkZAyJTIjdC5RIORJLjXDgN5pLOXMl3zKLdOyLOUyCi3CCgYNLZ8QJNjQoGoQKnLRL+VtG6voIgQnO0bsc7zJ1ubxqBqT7dbyMTES+GwyW8QDHqWxsRiyCjVz5fbwj+LxQWagbPryh56EB1wTNOnHClyxKVAzNaMFDHCzznqlAEVQUmYgKm0tIn2qHXUzzk7zIpMyrHgINlfGKYDgBoSlNj3MDkViCJWz1o6zfHzTIuImBpLjOt1Rdx6sPImoMDFilbjzMj1pOztC/jxmwMHaJj2XYqlkYDyjU7vM8g7X0z1hiQd/KTtjSX1mIDecK1s0Y0oKpzhzD3ZYI0DlTLHCgz//SpLwI62iibs6Q1liYHUANM46U6AYc0KTKn/iMinAQFJcQD/Yo4fus87SAx5fQAZ4QERrDTOPRAxPlKGegDFJtC26JgbWRqLaJGVAE1k6Yz1wwFegxjjykCFh0kdFDB9PrEdXdDjEBgbr62RCa50GhMJ0oorAJD38Y1xgQG1g4DWvsWXosUrLciGotH7QpjrHxkpgIAZcczeIY1f8Y7l4gKlYqUh/ZWxqADrT0jtTwsTilKF2lFoM5DjoaVykKo3G5krmI6wm/ipGZRTeEDMps9RRa+kxr3RUW+5CU8NET/URPYkJRJVV7cQ/aYg0Y9WOXK5AbZVB1rIpUlVXWw6H8PBXp0UxPSdXh1V/HnNWkbVA4EwIY5FZiWgtpTBaRRBUq/VtWNQsoBVbUUM1u5XtqoU5wbVA1O5rHpRcXec2zyNdDYRXTaIIwrJdXWcv4WpeX0PlIvFebZMsj29fvTVHS4ko/xWXxkgyBnRMZat8aMtJZIpaGJa2vqKdmKhhnYQuELZi62hiG5a2LhZimUhiP9ZiH5ZiI3ZhS9ZhUzZhNVZkB3RkORZkTxZmX/ZlVVImfJVgUaPEDEhMWqMI+sNJxERH5MSV/voHaHsTCPiCaH32aIWWDJbWaJsGaZW2Z12oaeXnaavWAKVWTKi2aH+Wa7EWarc2aJM2a7/2aodWa6/Wa5k2bNW2aMl2as/WbcsWbgmPbem23o51I/wLueSJwmL0aaNpSSdiL1qHLp0EcJ1EcOWpNQo3ihr3LiFXPBCXcBf3cCcicSlXch8XcyX3b5GpcjX3cpEpcwc3dAPXcj3XdEFXcUW3c1/XcF2Xc1dXdiO3dSTlKUELKcIEFdcjOkDLZ9lDBc32NolgeJsm0YxXeF2IeHeCeZHXeZUXeAWieUlHancleKUXe6Ooeo83eYt3e8N3ecd3esXXermXeMs3fcMXvnrNt3vZF3zP933bt38CNklmAJVw8Y2KZD9ExgbmhH91BGhuAID3twb6V1IM+M4EOIEJ+H/vDIEVOILzxYH7t4APWCAe2H8Z2II3GIMr2AYmWEcWGIAvGII9eIRBuIRFGIWlRoRJuINPmIVhWIVl2IQbuIYzWPpyNpk8lmRndjE2dmXDo2V38YiDuIhldolVNmORGGUr1okZlomfWImt+CCIGItftomjKImnmGKr2IfHmIzL2IzPGI3TWJECAgAAOw==)

**Figure 2. Typical service interaction**

In a more complex application, there are many more functions involved—some synchronous and some asynchronous. Choosing which functions to make Service Broker services is important. The first candidates for SSB services are functions that do not have to complete before the main logic completes. Some examples are order shipping and billing, stock-trade settlement, and hotel and car-rental reservations for a travel itinerary. In all these cases, the original transaction might have completed long before the response is returned, and the response status is returned to the user either through out-of-band communications (e-mail) or through a status that the user can query later.

If a function must be complete before control is returned to the user, it still might make sense to use a Service Broker service if two or more services can execute in parallel. A classic example scenario is a call-center application on which I worked once. Incoming callers were identified through caller ID, and all of a customer's records from all the internal systems were retrieved so that they could be displayed to the service representative when the call was answered. The problem was that this involved remote queries into seven systems, and sometimes this would take so long that the customer would give up before the call was answered. We made this work by starting all seven queries in parallel, then returning the results when they all returned. This decreased the response time from 5 seconds to 1 second. Note that this is an "anti-scalability" approach. Instead of one thread, this used eight database threads, so our improved response time was purchased at the price of lower scalability; but the effect was not huge, and we had to do it to meet the response requirements. Another asynchronous use case might be a mortgage-application Web site where you ask the user for the size of loan that they want, then kick off a bunch of amortization table calculations in the background while you go on to ask the customer for other information. By the time they are ready to look at loan options, you have all the results ready, so that the customer thinks you're calculating them instantaneously. With a little thought, I'm sure that you can come up with dozens of similar scenarios. That's why asynchronous activities are used so often in high-performance applications.

The final point on choosing services is that it's usually a mistake to make SSB services too fine-grained. SSB messages are written to the database, so that if you design a service that makes dozens of calls to other services to execute, you might find that the database overhead is larger than the actual processing time. A Service Broker service should do a reasonably significant piece of work to justify the overhead of the message handling. There are exceptions to this if reliability, remote execution, or security-context isolation make a Service Broker service attractive, even if the service is very small. This is really no different from DCOM, in which a few large DCOM calls are much more efficient than many small DCOM calls to do the same work.

Define Dialogs

After you have defined your services, you need to define the dialogs that they use to communicate. Basically, this consists of deciding what messages are required to communicate and which services need to send them. Dialogs are more complex than the usual request-reply semantics that you're used to in DCOM or Web services, because dialogs can be long-winded conversations that involve many messages in both directions and last for months or years. A dialog should model an entire business transaction. For example, completing a purchase order might involve submitting the order, acknowledging the order, negotiating a price, negotiating ship dates, status information, ship notification, receipt acknowledgement, and billing. This transaction can continue for months and involve the exchange of dozens of messages. With Service Broker, this whole conversation should be modeled as a single dialog. The dialog will correlate and order the messages across time, so that all messages dealing with this purchase order will have the same dialog handle and conversation group ID. If you store the conversation group ID in the purchase-order headers table, your application will easily identify which PO the incoming message is for. Because dialogs are persistent, the ID stays the same, even if the dialog lasts for years.

Dialogs are reasonably cheap, but not free. Beginning or ending a dialog might incur a database write, and there's a database message to ensure that both endpoints know that the dialog is ending. For this reason, when services are engaged in a business transaction, the dialogs that are used to communicate with other services should be kept around until the service is done with them. Some very high-performance SSB applications reuse dialogs for multiple business transactions. This can significantly improve performance, but if not done right can lead to blocking issues. (There's a discussion in [my blog](http://blogs.msdn.com/rogerwolterblog/archive/2006/05/20/602938.aspx) of the issues involved.) Recycling dialogs can improve performance, but the performance comes at the price of increased complexity. If your application is simple or if maximum performance is a key requirement, you should look at recycling dialogs; but in general it's best to limit dialog lifetime to a single business transaction, unless you discover that you need a performance boost.

**Note**I have used the term business transaction several times without clearly defining it. For purposes of this paper, a business transaction is a complete activity at the business level. In the purchase-order example, the business transaction was processing the purchase order, which took many days and involved dozens of database transactions. Another example is booking a trip with a travel site. The business transaction of booking the trip involves the hotel-reservations system, the car-rental system, the airline system, the billing system, a bank or credit card system, and possibly several other systems. There are many database transactions in many databases involved in booking the trip.

Dialogs enforce ordering of the messages in the dialog. This ordering is enforced across transactions from a number of different services. It survives database restarts and failover. This is a very powerful feature that allows the application logic to rely on the order of message delivery. For example, an SSB application does not need to deal with an order line arriving before its corresponding order header, if they are in the same dialog. Another problem that dialogs can solve is mixed types of data in a message. In Web services applications, one of the more difficult problems to solve is binary data embedded in an XML document. For example, an employee message might be an XML document that contains a photograph, fingerprint, or certificate as embedded binary data. With Service Broker, you could send these as separate messages. When the application received the XML documents, it could just receive them on the same dialog and be assured that the messages would arrive in the proper order and on the same thread, because SSB ordering and locking would take care of it.

Ordering is a very powerful feature, but your design must be aware that dialog messages will always be processed in order. One of the more common questions I get involves developers who open a dialog and then start sending a bunch of messages on it. They set up activation to start many queue readers, but they find only one of them processing any messages. To ensure dialog-message order, Service Broker must use conversation-group locks to ensure that only one database transaction can receive messages from a particular dialog at a time. If you want to use the multithreaded capabilities of SSB, you must have at least as many dialogs active as you have threads. (Properly, I should have said as many conversation groups active as threads, because the conversation group is what is locked. If 10 dialogs in three conversation groups are active, only three threads can receive messages at a time.)

The decisions you make about which messages will be sent by each service are used to create the CONTRACT for the dialog. When you begin a dialog, you specify which contract Service Broker will use to govern which messages can be sent on the dialog.

Define Conversation Groups

In many cases, a dialog is a rather independent entity, but some applications will use several dialogs to complete a business transaction. We have already talked about an order-entry system in which the order-entry service communicates with a shipping service, inventory service, credit-limit service, CRM service, and billing service to complete an order. Generally, the order-entry service will begin dialogs with each of these services in parallel to optimize processing efficiency. Because the services can return messages at any time in any order, the dialogs for all these services should be put into the same conversation group. When a message on any one of these dialogs is received, the conversation-group lock that is shared by all the dialogs in the group will ensure that no other thread can process messages from any of the dialogs in this group. This will prevent issues like a credit-OK message and an inventory-status message being processed simultaneously on different threads and making conflicting updates to the order state.

I often get questions about the performance aspects of conversation-group locks. Your intuition tells you that locking all these dialogs will cause blocking and slow things down. In reality, these locks can improve performance. If two or more threads are working on the same order object simultaneously, they will have to serialize access to the database rows for the order to prevent conflicting updates, which means that two or three threads will be blocked while waiting for each other to finish. The conversation-group lock will block access to messages for a given order while one of the application threads is processing that order. This means that only one thread is involved, instead of having multiple threads blocking each other. The threads that are freed up by this can then be used to process messages for other orders, which improves the overall performance. So, you can see that conversation-group locks not only make the application logic simpler, they make it more efficient.

Define Message Types

The dialog-definition process determines which messages are required to implement the dialog, so that in this step we must decide what the contents of the message will be. As far as Service Broker is concerned, a message is a 2-GB bucket of binary data. Service Broker will do all the disassembly and assembly required to transport the message to its destination. The contracts that are used to define the contents of a dialog contain message-type definitions. The minimal message-type definition is just a name for the message type that your service can use to determine what kind of message it has received. If the message is an XML document, Service Broker can optionally check the message content to ensure it is well-formed XML or that it is valid in an XML schema.

For each message in a dialog, you must define what the message body will contain. XML is commonly used, because it makes the service more flexible and loosely coupled, but there is some overhead involved with parsing the XML. If the message contents are binary, just send it as a binary message—for example, images, music, programs, and so on. I have seen quite a few customers use a serialized .NET object as a message body. This obviously makes the initiator and target services tightly coupled, because they both have to have the same version of the object; but it is rather efficient and easy to code, so it is commonly done. If the message body is XML, you should define a schema for it as part of the design process. You might or might not want to have Service Broker validate the contents against the schema, but having one gives you the option, and a schema is an unambiguous way of telling the developers what the message has to look like.

Using a schema to validate incoming message can be fairly expensive, because each message is loaded into a parser as it is received. If your service then loads the message into its own parser to process it, each message is parsed twice. I generally recommend that schema validation be turned on for development and unit testing, but then turned off for integration testing and production. The exception to this would be a service that receives messages from a variety of untrusted sources, so that the extra parsing overhead is justified, because bad messages are rejected early.

Design Services

The last step in application design is designing the services that process Service Broker messages. While this is a big job, I won't spend a lot of time on it, because most of the effort goes into the business logic that actually processes the message contents. I'll just point out a few things that you should consider when designing your services.

Service Location

Should the service run as a stored procedure or as an external application? If it's a stored procedure, should it be CLR or TSQL? In many Service Broker applications, the service primarily does database stuff. If the service primarily does database updates and doesn't do a lot of processor-intensive stuff, it should be a stored procedure. If it does a lot of database IO, but also does a significant amount of processing, it should be a CLR stored procedure.

Services that do not do a lot of database work—or do a lot of processor-intensive work or do disk or network IOs—should generally run as external applications that connect to the database to get messages. All an application has to do to process SSB messages is open a database connection. This means that a service that does a lot of processing or network IO can run on a different box, and connect to the database server to get messages and do other TSQL stuff. Most significant business logic can run this way. Another common application is interfacing with Web services. While you can do some of this in SQL Server, the network overhead and XML-processing overhead of Web services make it attractive to do this processing on a commodity server, instead of on your very expensive database server. If the external server goes down, all of the transactions it had open roll back. The messages go back on the queue, so that if there's more than one server processing messages, everything continues without interruption. If the queue starts filling up, you can hook more commodity servers to the network to handle the load. There is a more extensive discussion in [my blog](http://blogs.msdn.com/rogerwolterblog/archive/2006/04/04/568351.aspx) of where service logic should run.

Message-Processing Loop

Almost all Service Broker services are built around the same message-processing loop. This loop is used in a number of examples, so I won't cover it extensively here. Basically, the loop has a RECEIVE command that receives one or more messages, processes the messages, SENDs any output messages, and then starts over. Most of the examples have a RECEIVE TOP (1) at the top of the loop. This makes for simple sample code, but is not necessarily the most efficient thing to do. Without the TOP (1) clause, the RECEIVE command will return all of the messages on the queue from a single conversation group.

Doing one receive command and getting back a bunch of messages is more efficient than receiving them one at a time, so it's worth considering this in your design. The reason almost none of the samples shows this is that they are simple request-reply dialogs in which only one message is sent on a given dialog, so that leaving out the TOP (1) clause wouldn't change the application behavior much. If your application sends many messages in a row on the same dialog (a logging application, for example), receiving many messages per RECEIVE statement will greatly improve efficiency.

The other bad thing that most samples do is commit the transaction at the end of each loop. Again, this will simplify your logic; and, if performance is adequate, this is the best design. But writing the commit to the transaction log is often the ultimate limiting factor on performance, so if you really need the best performance possible, you might want to commit only after a few trips through the processing loop. Doing this will improve performance, but it might increase latency, because no responses will be sent until the transaction commits. In most asynchronous operations, latency isn't too important, so this is a good trade-off. Transaction-rollback handling is tricky in this case, because you have to go back and process the messages one at a time to get around the bad one.

Figure 3 shows a typical message-processing loop.
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**Figure 3. Service-logic flow**

State Handling

Read any SOA book, and you will find that services should be stateless. While this improves scaleout and performance, in reality a lot of real business transactions involve many messages over a significant time, so that state has to be held somewhere. If state isn't held persistently, it can be lost, which forces the whole business transaction to fail. With Service Broker, dialogs and conversation groups are both persistent, so that they inherently maintain state. Your application can use this fact along with the fact that the messages are in the database anyway to maintain state in a scaleable, high-performance manner. This makes long-running business transactions easier to implement.

While there are many ways to design state handling, Service Broker applications have a special advantage. All messages from any of the dialogs in a conversation group have the same conversation group ID. Because a RECEIVE command returns messages only from a single conversation group, all of the messages returned will have the same conversation group ID and—if you designed your dialogs correctly—will be associated with the same business transaction. The advantage of this is that if you store your application state in tables with the conversation group ID as the key, you can get the key to the state from any message received. This means that you can easily write a TSQL batch that will return both the messages in the queue and the state information required to process them, so that state handling is quick and easy. Also, remember that only one thread can process messages from a particular conversation group at a time, so that if the conversation group ID is the state key, only one thread will be accessing the application state at a time—making conflicting updates not an issue.

Poison Messages

A poison message is a message that can never be processed correctly. A simple example is an order header with an order number that already exists in the database. When you try to insert the header into the database, the insert will fail with a unique constraint violation, the transaction will roll back, and the message will be back on the queue. No matter how many times you try, the insert will fail, so that the service will go into a loop processing the same message over and over. This will cause the order entry to hang and can severely affect database performance. To keep a poison message from bringing your server to its knees, Service Broker will disable the queue if there are five rollbacks in a row. This allows the rest of the server to continue, but the order-entry application is dead, because the queue is disabled.

The way to avoid this is to roll back only the transaction that did the RECEIVE, if there's some hope that trying again will make the transaction succeed next time. If your transaction fails because of a lock timeout, being selected as a deadlock victim, low memory, or a similar reason, rolling back the transaction and trying again make sense. But if the error is permanent, you must handle it in your application. The most common way of handling it is ending the dialog with an error, and logging the error to an error table. The method you choose to handle poison messages depends on your application requirements, but it's important to include poison-message handling in your design.

Message Priority

I'll say up front that Service Broker doesn't have a built-in way to enforce message priority. This leads to a lot of angst among developers who are used to using message priority to ensure that certain messages are processed first. My personal experience is that most people don't really need absolute message priority in their applications. They just need to be able to ensure that high-priority messages don't get queued behind a bunch of low-priority messages. The easiest way to make that happen in Service Broker is with a high-priority and low-priority queues. You can use activation to assign enough queue readers to the high-priority queue to handle the load, and assign a single queue reader to the low-priority queue. This means that low-priority messages are processed in parallel with high-priority messages, but high-priority messages are never blocked by low-priority messages. If you need more control over priority than this approach gives you, there are other approaches discussed in my blog in these two articles, located [here](http://blogs.msdn.com/rogerwolterblog/archive/2006/03/11/549730.aspx) and [here](http://blogs.msdn.com/rogerwolterblog/archive/2006/03/17/554134.aspx).

Compensating Transactions

Service Broker services process received messages in a different transaction from—and, possibly, at a much later time than—the service that sent the message. A business transaction can include dozens of database transactions. For these reasons, you can't just roll back a business transaction if there is an error. Even if you could, undoing the effects of a business transaction generally involves much more than just reverting the database back to a previous state. To cancel an order, for example, you might have to transfer the item from shipping back to inventory (or even pull it off a truck), cancel credit card charges, send out a cancellation notice, and so forth. Your service design might have to include provisions for compensating transactions to undo the effects of an activity that errors or is cancelled. There's a more complete discussion of compensating transactions in [my blog](http://blogs.msdn.com/rogerwolterblog/archive/2006/05/24/606184.aspx), as well as in [this article in the MSDN Library](http://msdn.microsoft.com/architecture/solutions_architecture/data/default.aspx?pull=/library/en-us/dnbda/html/concurev4M.asp).

Infrastructure Aspects of a Service Broker Application

This final section covers some of the infrastructure and deployment aspects of a Service Broker solution. One of the design points of Service Broker is that the application should know as little as possible about how it is to be deployed. For example, the level of security can be determined and changed by a DBA without making changes to the application code. For this reason, it's possible to talk about SSB infrastructure issues in isolation from application-design issues, for the most part.

Because this is an architectural discussion, I won't cover the commands for setting up the infrastructure, but I will point out the infrastructure issues that you should consider when deploying a Service Broker application. Please refer to SQL Server books online or one of the Service Broker books for detailed information to do the configuration and deployment.

Security Issues

Any application that sends messages on a network connection must have a security infrastructure. Service Broker has multiple layers of security with options at each layer, so that you can tune the SSB security to what you need for your network and your data.

One security option is Dialog Security. When a secure dialog is established, Asymmetric (public and private) keys are used to authenticate the dialog connection, SQL Server permissions are verified, a session key is established for the dialog, and all messages are signed and encrypted. This ensures that the messages will be delivered unaltered and unread. Dialog security is established between the two endpoints of a dialog, so that if messages are forwarded through intermediate brokers, they won't be decrypted. This is both more secure and more efficient than SSL encryption on the wire. Dialog security should be used if message must be sent over unsecured networks.

If you feel that the message traffic for a particular dialog is so sensitive that it should be encrypted over any network, you should let the ENCRYPTION parameter in the BEGIN DIALOG command default to **On**. If the data can be sent unencrypted over some networks, you should set the ENCRYPTION parameter to **Off**. Setting this to **Off** doesn't mean that the data won't be encrypted. It means that if the DBA sets up dialog security, it will be encrypted; otherwise, it will not be. If the ENCRYPTION parameter is set to **On** (the default), no messages will be sent outside the local instance unless dialog security is configured.

Service Broker also has security at the TCP/IP connection level. All Service Broker connections require authentication, authorization, and digital signatures to ensure that the connection is authorized and that messages can't be changed on the network. The TCP/IP connection can optionally be encrypted. If the messages are already encrypted by dialog security, they will not be double-encrypted, so dialog security and transport security are complementary.

The application-deployment plan must define which dialogs and connections should be encrypted. If you use dialog security, you must include a plan for handling certificate expiration.

Availability Issues

Service Broker is often used in highly available systems, so that availability must be taken into account when designing the SSB infrastructure. Because Service Broker is part of the database engine, you make Service Broker highly available by making the database highly available. Much has been written about SQL Server availability, so I won't try to cover it here. The one unique availability feature that Service Broker offers is that it is tightly integrated with database mirroring. If a Service Broker opens a connection to a database that is mirrored, it will also open a connection to the secondary database on the mirror, so that when the primary fails over to the secondary, Service Broker will detect the change and automatically start sending messages to the new primary. Because SSB messages are transactional and stored in the database, any in-process messages and any unprocessed messages will still be on the queue after the failover, so that everything continues with no loss of data or uncompleted work.

Routing Issues

Service Broker dialogs are opened between *services*: a FROM service and a TO service specified in the BEGIN DIALOG command. A Service Broker service is basically a name for a dialog endpoint. The dialog endpoint is an SSB queue in a SQL Server database. This indirection from the service to the queue means that you can write your application to communicate between logic services and make the decision on where the services are actually located at deployment time. In fact, services can be moved to another location while dialogs are active, without losing any messages.

The mapping between the logical service name and the transport address where the messages are sent is done with a Service Broker *route*. A route is just a row in the sys.routes table in a database. When Service Broker must send a message, it looks for a route to the destination service, and passes the address down to the transport layer, which then sends it to the database where the destination service lives.

Both the initiator and target of a dialog need a route to the opposite endpoint. One of the more common SSB scenarios involves many initiators sending messages to a single target—for example, point-of-sale terminals sending transactions to the home office, or stock-trader workstations sending trades to a back-office system. Maintaining hundreds of routes on the target server to all of the initiators can be messy. To avoid this issue, SSB provides a TRANSPORT route. The initiator-service name contains the initiator's network address, and this name is used as the FROM service in the BEGIN DIALOG command. When the target wants to send a message back to the initiator, it uses the service name as the network address. In this way, the initiator provides its own return address, so that you do not have to maintain return addresses at the target system.

Service Broker also supports forwarding. Messages coming into a SQL Server instance are routed by routes in the MSDB database. If the route for a service specifies "local" as the network address, the message is routed to a service in the instance. If the network address in the MSDB route for a service specifies a TCP/IP address, the message is forwarded to the specified address. Forwarded messages are not written to the database; they are held in memory until they can be forwarded, so that SSB forwarding is very efficient. One common use of SSB forwarding is to set up a concentrator machine that accepts messages from a large number of connections, then forwards them over a single connection to the target. This moves most of the TCP/IP connection handling to the forwarder, which reduces overhead on the target machine. If you use SQL Express on the forwarder machine, this can be a very economical way to reduce overhead on the target.

Management and Monitoring

No major application is complete without provisions for monitoring and managing the application in production. This is especially important in Service Broker applications, because the reliable, asynchronous nature of SSB means that it's often difficult to tell if the application is running correctly or not. For example, if one of the services stops processing messages, Service Broker just queues up the messages for the service until it starts working again. If the operations staff does not notice that the service is not running, messages can queue up for hours.

Because Service Broker is part of SQL Server, the tools and techniques that are used to monitor SQL Server work for Service Broker. There are several perfmon counters, to measure performances and processing rates. There are quite a few trace events that can be used to trace message delivery to resolve problems. The SQL Server MOM pack also includes several Service Broker statistics. Every queue has a SQL view on it, so that you can easily find out how many messages are in a queue and where they came from.

Your Service Broker application design should include a plan for monitoring the health and performance of the application. The service should also include logic for reporting and diagnosing problems. For example, including an "echo" message in every contract that just returns a message to the service that sent it can be a useful tool for determining that the service is alive and processing messages.

Conclusions

The unique features of SQL Server 2005 Service Broker enable a whole new class of reliable, asynchronous applications. Service Broker can bring new levels of efficiency and fault tolerance to database applications.

The power of asynchronous queued operations can be used to design high-performance database applications, but the asynchronous design patterns can be difficult to master for an architect who is schooled in traditional, synchronous RPC applications. This article pointed out some of the design decisions that anyone designing a Service Broker application should consider. Designing a Service Broker application can be very different from designing a traditional application, but the results are worth the effort.